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This is a collection of notes on rectified flow. It is still under development.
The references are not complete.

It is accompanied with a code base and blog:

Code: https://github.com/lqiang67/rectified-flow.

Blog: https://rectifiedflow.github.io/

Please let us know (rectifiedflow@gmail.com) if you have any sugges-
tions, comments, or notice any typos.
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2.2 Continuity Equations . . . . . . . . . . . . . . . . . . . . . . 16

2.2.1 The Divergence Operator . . . . . . . . . . . . . . . 17
2.2.2 Numerical Approximation of ∇· v . . . . . . . . . . . 17

2.3 Wasserstein Bounds . . . . . . . . . . . . . . . . . . . . . . . 18
2.4 KL Divergence . . . . . . . . . . . . . . . . . . . . . . . . . . 20
2.5 Bregman Divergence . . . . . . . . . . . . . . . . . . . . . . 22

2.5.1 Semantic Losses . . . . . . . . . . . . . . . . . . . . 23

3 Interpolations and Equivariance 25
3.1 Point-wisely Transformable Interpolations . . . . . . . . . . 25
3.2 Equivalence of Affine Interpolations . . . . . . . . . . . . . . 28
3.3 Implications on Loss Functions . . . . . . . . . . . . . . . . 33
3.4 Equivariance of Natural Euler Samplers . . . . . . . . . . . 35

3.4.1 Natural Euler Samplers . . . . . . . . . . . . . . . . 36
3.4.2 Equivalence of Natural Euler Trajectories . . . . . . . 38

3.5 Stochastic Smooth Interpolations . . . . . . . . . . . . . . . 42
3.5.1 De-randomized Interpolation . . . . . . . . . . . . . 43
3.5.2 De-randomizing Affine Interpolations . . . . . . . . . 45

3.6 Affine Interpolation Identities . . . . . . . . . . . . . . . . . 46

4 Identities 49
4.1 Score Identities . . . . . . . . . . . . . . . . . . . . . . . . . 49
4.2 Covariance Identities . . . . . . . . . . . . . . . . . . . . . . 52
4.3 Curvature Identities . . . . . . . . . . . . . . . . . . . . . . 56
4.4 Monotonicity of the Euler Updates . . . . . . . . . . . . . . 61
4.5 An Error Bound w.r.t. L2 Optimal Transport . . . . . . . . . 63

2



5 Stochastic Solvers 65
5.1 Langevin Dynamics as a Guardrail . . . . . . . . . . . . . . 66
5.2 The SDEs Preserve Marginals . . . . . . . . . . . . . . . . . 68
5.3 SDEs with Independent Gaussian X0 . . . . . . . . . . . . . 68
5.4 Diffusion May Cause Over-Concentration . . . . . . . . . . . 72
5.5 Natural Euler Discretization of SDEs . . . . . . . . . . . . . 73

6 Reward Tilting 77
6.1 General Case . . . . . . . . . . . . . . . . . . . . . . . . . . 77
6.2 Training-Free Gaussian Tilting . . . . . . . . . . . . . . . . . 80

CONTENTS 3



Figure 1.1: Curved trajectories suffer from dis-
cretization error when approximated by Euler’s
method.

CHAPTER ONE

Rectified Flow

1.1 Overview

Generative modeling can be formulated as finding a computational proce-
dure that transforms a noise distribution, denoted by π0, into the unknown
data distribution π1. In flow models, this procedure is represented by a
ordinary differential equation (ODE):

Żt = vt(Zt), ∀t ∈ [0, 1], starting from Z0 ∼ π0, (1.1)

where Żt = dZt/dt denotes the time derivative, and the velocity field
vt(x) = v(x, t) is a learnable function to be estimated to ensure that Z1

follows the target distribution π1 when starting from Z0 ∼ π0. In this case,
we say that the stochastic process Z = {Zt} provides an (ODE) transport
from π0 to π1.

It is important to note that, in all but trivial cases, there exist infinitely
many ODE transports from π0 to π1, provided that at least one such process
exists. Thus, it is essential to be clear about which types of ODEs we should
prefer.

One option is to favor ODEs that are easy to solve at inference time.
In practice, the ODEs are approximated using numerical methods, which
typically construct piecewise linear approximations of the ODE trajectories.
For instance, a common choice is Euler’s method:

Ẑt+ε = Ẑt + εvt(Ẑt), ∀t ∈ {0, ε, 2ε, . . . , 1}, (1.2)

where ε > 0 is a step size. Varying the step size ε introduces a trade-off
between accuracy and computational cost: smaller ε yields high accuracy,
but incurs larger number of calculation steps. Therefore, we should seek
ODEs that can be approximated accurately even with large step sizes.

The ideal scenario arises when the ODE follows straight-line trajec-
tories, in which case Euler approximation yields zero discretization error
regardless of the choice step sizes. In such cases, the ODE, up to time
reparameterization, should satisfy:

Zt = tZ1 + (1− t)Z0, ⇒ Żt = Z1 − Z0.

These ODEs, known as straight transports, enable fast generative models
that can be simulated in a single step. We refer to the resulting pair (Z0, Z1)

as a straight coupling of π0 and π1. In practice, we may not achieve perfect
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X0 X1

Xt = tX1 + (1− t)X0

Figure 1.2: Interpolation process X: We first draw
the random end points (X0, X1), and then build the
intermediate path.

Z0 Z1

Żt = vt(Zt)

Figure 1.3: The ODE (a.k.a flow) process Zt, which
generates Zt causally with increasing t starting from
the initialization Z0.

Figure 1.4: Imagine emitting particles along the
trajectories of the interpolation paths {Xt}. When
these trajectories intersect, the particles collide and
merge into a larger particle, which then continues
moving in the average direction.

straightness but can aim to make the ODE trajectories as straight as possible
to maximize computational efficiency.

It is possible to discuss generalized notions of straightness when solvers
other than Euler’s method are used.

Rectified Flow

The independent coupling (X0, X1) ∼ π0 × π1

serves as a special starting point because it is what
we can observe empirically even without any
meaningful pairing relations between data from π0

and π1. But the algorithm works for arbitrary
couplings, if available.

To construct a flow transporting π0 to π1, let us assume that we are given
an arbitrary coupling (X0, X1) of π0 and π1, from which we can obtain
empirical draws. This can be simply the independent coupling with law
π0 × π1, as is common in practice when we have access to independent
samples from π0 and π1. The idea is that we are going to take (X0, X1) and
convert it to a better coupling generated by an ODE model, and optionally,
we can go further to iteratively repeat this process to further enhance
desired properties, such as straightness.

Rectified flow works in the following ways:
1. Build Interpolation: We build an interpolation process {Xt} =

{Xt : t ∈ [0, 1]} that smoothly interpolate between X0 and X1. Although
general choices are possible, let us consider the canonical choice of straight-
line interpolation:

Xt = tX1 + (1− t)X0.

Here {Xt} is a stochastic process generated in a special way: we first sam-
ple the endpoints X0 and X1 and then sample the intermediate trajectory
connecting them. Such processes are also known as bridge processes, where
the intermediate values of Xt smoothly “bridge” the distribution between
X0 and X1.

2. Marginal Matching: By construction, the marginal distributions
of X0 and X1 match the target distributions π0 and π1 through the inter-
polation process {Xt}. However, {Xt} is not a causal ODE process like
Żt = vt(Zt), which evolves forward from Z0. Instead, generating Xt re-
quires knowledge of both X0 and X1, rather than evolving solely from X0

as t increases.
This issue can be resolved if we can convert {Xt} somehow into a

causal ODE process, while preserving the marginal distributions of Xt at
each time t. Perhaps surprisingly, this can be achieved by simply training
the ODE model Żt = vt(Zt) to match the slope Ẋt of the interpolation
process via:

min
v

∫ 1

0

E
[∥∥∥Ẋt − vt(Xt)

∥∥∥2]dt. (1.3)

The theoretical minimum is achieved by

v∗t (x) = E
[
Ẋt | Xt = x

]
,

which denotes the expectation of the slope Ẋt of the interpolation process
passing through a given point Xt = x. We have v∗t (x) = Ẋt only one
trajectory passing Xt = x. If multiple trajectories pass point Xt = x, the
velocity v∗t (x) is the average of Ẋt for these trajectories.
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With the canonical straight interpolation, we have Ẋt = X1 −X0 by
taking derivative of Xt w.r.t. t. It yields

min
v

∫ 1

0

E
[
∥X1 −X0 − vt(Xt)∥2

]
dt, Xt = tX1 + (1− t)X0.

In practice, the optimization in (1.3) can be efficiently solved even for
large AI models when v is parameterized as modern deep neural networks.
This is achieved by leveraging off-the-shelf optimizers with stochastic
gradients, computed by drawing pairs (X0, X1) from data, sampling t

uniformly in [0, 1], and then computing the corresponding (Xt, Ẋt) using
the interpolation formula.

Background (Random Variables and Expectation). To put it simply, a
random variable X = X(ω) is a measurable function of a “random
seed” ω following a baseline distribution P. A stochastic process
Xt = X(t, ω) is a time-dependent random variable. We use uppercase
letters like X,Y to represent random variables (RVs).

Viewing the interpolation process above, the random seed is given
by the endpoints, i.e., ω = (X0, X1). The slope is defined as Ẋt =

∂tX(t, ω), which is another function of the same random seed.
The expectation in the loss (1.3), written in full, is

Eω∼P

[
∥∂tX(t, ω)− vt(X(t, ω))∥2

]
,

though we often omit the random seed in writing.

Background (Conditional Expectation). For any joint random variable
(X,Y ), the conditional expectation E [Y |X] is a function f∗ of X that
yields the best prediction of Y given X,

f∗ = argmin
f

E
[
∥Y − f(X)∥2

]
,

that is, E [Y |X] = f∗(X). This can be seen from the bias-variance
decomposition,

E
[
∥Y − f(X)∥2

]
= E

[
∥Y − E [Y |X]∥2 + ∥E [Y |X]− f(X)∥2

]
= E [Var(Y | X)]︸ ︷︷ ︸

variance

+E
[
∥E [Y |X]− f(X)∥2

]
︸ ︷︷ ︸

bias

,

where the first term represents the variance of Y given X, which is
independent of f . The second term is the bias, which is zero when
f(X) = E[Y | X]. Thus, the optimal choice for f is f∗(X) = E[Y | X].

So E[Y | X] is a random variable, as it is a function of X. We
can "instantiate" it at a fixed value X = x, and get the deterministic
quantity E[Y | X = x] = f∗(x).

Figure 1.5 illustrates the intuition:

1. In the interpolation process {Xt}, different trajectories may have
intersecting points, resulting in multiple possible values of Ẋt associ-
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Figure 1.5: Intuition of rectified flow and reflow. (a) The interpolation {Xt} constructed
from independent coupling (X0, X1), which has intersecting points in the middle. (b) The
rectified flow {Zt} induced from {Xt}, which rewires the trajectories at the intersecting
points, while preserving the marginal distributions. (c) The new interpolation build from
(Z0, Z1) of the rectified from in (b), which has less intersecting points. (d) The new rectified
flow build from the interpolation from (c), which is now almost straight.

(a) (b) (c)
Figure 1.6: A close-up view of how rectification "rewires" interpolation trajectories. (a)
Interpolation trajectories with intersections. (b) Averaged velocity directions at intersection
points (red arrows). (c) Trajectories of the resulting rectified flow.

ated with a same point Xt due to uncertainty about which trajectory
it was drawn from (see Figure 1.5(a)).

2. On the other hand, by the definition of an ODE Żt = v∗t (Zt), the
update direction Żt at each point Zt is uniquely determined by Zt,
making it impossible for different trajectories of {Zt} to intersect and
then diverge along different directions.

3. At these intersection points of {Xt}, where Ẋt is stochastic and non-
unique, Zt “derandomizes” the update direction by following the
conditional expectation v∗t (Xt) = E[Ẋt | Xt], thus providing the
unique update direction required by ODEs.

4. Since ODE trajectories {Xt} cannot intersect, they must curve at
potential intersection points to "rewire" the original interpolation
paths and avoid crossing.

Remark 1. Figure 1.6 illustrates a close-up view of how rectification
“rewires” interpolation trajectories.

Consider two "beams" of interpolation trajectories intersecting to
form the "region ofz confusion" (shaded area in the middle). Within
this region, a particle moving along the rectified flow follows the
averaged direction v∗t . Upon exiting, the particle joins one of the
original interpolation streams based on its exit side and continues
moving. Since rectified flow trajectories do not intersect within the
region, they remain separated and exit from their respective sides,
effectively "rewiring" the original interpolation trajectories.

The example described above results in a velocity field that is
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discontinuous at the boundary of the region of confusion. However,
when the coupling is randomized, this intersection process can be
viewed as occurring infinitely many times, yielding a smooth velocity
field.

Definition 1. For any time-differential stochastic process {Xt} = {Xt : t ∈
[0, 1]}, We call the ODE process Żt = v∗t (Zt) with v∗t (z) = E

[
Ẋt | Xt = z

]
,

and Z0 = X0 the rectified flow induced by {Xt}. We denote it as

{Zt} = Rectify({Xt}).

Remark 2. Although {Xt} is an interpolation process in the algo-
rithm, the definition of Rectify(·) applies to general time-differential
stochastic processes.

What makes rectified flow {Zt} useful is that it preserves the marginal
distributions of {Xt} at each point, while resulting in a “better” coupling
(Z0, Z1) in terms of optimal transport:

[Marginal Preservation]

The {Xt} and its rectified flow {Zt} share the same marginal distributions
at each time t ∈ [0, 1], that is,

Law(Zt) = Law(Xt), ∀t ∈ [0, 1].

[Transport Cost]

The start-end pairs (Z0, Z1) from the rectified flow {Zt} guarantees to yield
no larger transport cost than (X0, X1), simultaneously for all convex cost
functions c:

E [c(Z1 − Z0)] ≤ E [c(X1 −X0)] , ∀convex c : Rd → R.

1.2 Reflow

While rectified flows tend to favor straight trajectories, they are not per-
fectly straight. As shown in Figure 1.5(b), the flow makes turns at inter-
section points of the interpolation trajectories {Xt}. How can we further
improve the flow to achieve straighter trajectories and hence speed up
inference?

A key insight is that the start-end pairs (Z0, Z1) generated by rectified
flow, called the rectified coupling of (X0, X1), form a better and “straighter”
coupling compared to (X0, X1). This is because if we connect Z0 and
Z1 with a new straight-line interpolation, it would yield less intersection
points. Hence, training a new rectified flow based on this new interpolation
would result in straighter trajectories, leading to faster inference.

Formally, we apply the Rectify(·) procedure recursively, yielding a
sequence of rectified flows starting from (Z0

0 , Z
0
1 ) := (X0, X1):

Reflow: {Zk+1
t } = Rectify(Interp(Zk

0 , Z
k
1 )), (1.4)

CHAPTER 1. RECTIFIED FLOW 8



where Interp(Zk
0 , Z

k
1 ) denotes an interpolation process given (Zk

0 , Z
k
1 ) as

the endpoints. We call {Zk
t } the k-th rectified flow, or simply k-rectified

flow, induced from (X0, X1).
This reflow procedure is proved to “straightening” the paths of rectified

flows in the following sense: Define the following measure of straightness
of {Zt}:

Define S({Zt}) =
∫ 1

0

E[∥Z1 − Z0 − Żt∥2]dt,

where S({Zt}) is a measure of the straightness of {Zt}, with S({Zt}) = 0

corresponding to straight paths. Then we have

Ek∼Unif({1,...,K})[S({Zk
t })] = O(1/K), (1.5)

which says that the average of S({Zk
t }) of the firstK steps decrease with an

O(1/K) rate. Hence, we would obtain perfectly straight-line dynamics with
(S({Zk

t }) → 0) in the limit of k → +∞. Note that reflow can begin from
any coupling (X0, X1), so it provides a general procedure for straightening
and thus speeding up any given dynamics while preserving the marginals.

1.3 Interpolations

The algorithm is not limited to the straight-line interpolation. In general,
we can consider any smooth interpolation process of form:

Xt = It(X0, X1), ∀t ∈ [0, 1] (1.6)

where I is a function that satisfies the boundary conditions of X0 =

I0(X0, X1), X1 = I1(X0, X1) to ensure that interpolation process is valid.

Definition 2. A function I : [0, 1]×Rd×Rd → Rd, denoted as It(x0, x1),
is said to be an interpolation, or an interpolation function, if it satisfies

I0(x0, x1) = x0, I1(x0, x1) = x1, for any x0, x1 ∈ Rd.

We call {Xt} with Xt = It(X0, X1) the interpolation process con-
structed from I and coupling (X0, X1).

For now, we assume that Xt is a time-differentiable process, that is, the
derivative Ẋt := ∂It(X0, X1) exists pointwisely. Hence, the loss function
in (1.3) reduces to

min
v

∫ 1

0

E∥∂tIt(X0, X1)− vt(It(X0, X1))∥2,

which yields

v∗t (x) = E [∂tIt(X0, X1) | It(X0, X1) = x] .

Here we first find the pairs (X0, X1) that yields Xt = It(X0, X1) = x,
and then calculating the corresponding derivative Ẋt = ∂tIt(X0, X1). If
(X0, X1) is not fully determined by It(X0, X1) = x, then the derivatives
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are averaged across all solutions of (X0, X1). If (X0, X1) can be fully deter-
mined by Xt, corresponding to the case when no interpolation trajectories
intersect, then conditional expectation reduces to calculating an inverse
function: first invert function I to get (X0, X1) from Xt, and then calculate
the derivative ∂It(X0, X1).

Example 1 (Affine Interpolations). In the literature, the class of affine
interpolations is mostly studied:

Xt = αtX1 + βtX0,

where αt, βt are sequences satisfying

α0 = β1 = 0, α1 = β0 = 1.

In addition, we may want αt to be monotonically increasing, and βt
monotonically decreasing, even though this is not strictly required by
the theory.

Example 2 (Straight Interpolation). With αt = t, βt = 1− t, we obtain
the time-uniform straight interpolation:

Xt = tX1 + (1− t)X0, Ẋt = X1 −X0. (1.7)

In general, affine interpolations satisfying αt+βt = 1 yields a straight
interpolation trajectories. In this case, different choices of αt intro-
duces a time scaling.

Example 3 (The DDPM Interpolation). The DDPM [Ho et al., 2020],
DDIM [Song et al., 2020a], and the VP ODE of [Song et al., 2020b]
use αt and βt satisfying α2

t +β
2
t = 1, which corresponds to a spherical

curve. In particular, DDPM&DDIM use a special non-uniform speed:

αt = exp

(
−1

4
a(1− t)2 − 1

2
b(1− t)

)
,

where the suggested default values are a = 19.9, b = 0.1.
The time-uniform variant of this is

Xt = sin(
π

2
t)X1 + cos(

π

2
t)X0, ∀t ∈ [0, 1].

Example 4 (General Spherical Interpolations). The more general spheri-
cal interpolation, a.k.a. Slerp, is

Xt =
sin(ωt)

sin(ω)
X1 +

sin(ω(1− t))

sin(ω)
X0, ∀t ∈ [0, 1],

where ω ∈ [−π, π) is a parameter. This reduces to the straight interpo-
lation with ω → 0, and it satisfies α2

t + β2
t = 1 only with ω = ±π/2.
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Remark 3. The interpolation process can be further generalized in at
least two ways:

1) The interpolation function I can be randomized:

Xt = It(X0, X1, ω), ω ∼ πω,

which depends on a random seed ω drawn form distribution πω.
2) Further, It(X0, X1) may not be differentiable w.r.t. t, such as

the case when Xt is a diffusion process [Song et al., 2020b, Liu et al.,
2022c, Peluchetti, 2021, Albergo et al., 2023]. We will discuss these
possibilities.

Impacts of Different Interpolations

Understanding the impact of different interpolation processes is a key ques-
tion of both theoretical and practical significance. Section 3 elaborates on
this issue, that all interpolation processes that are pointwise transformable
in a suitable sense yield essentially equivalent rectified flow dynamics and
rectified couplings. Notably, all affine interpolation processes are pointwise
transformable and therefore "essentially equivalent" [Kingma et al., 2021,
Karras et al., 2022b, Shaul et al., 2023, Gao et al., 2024]. Consequently, it
suffices to adopt a simple form, such as the straight Xt = tX1 + (1− t)X0,
while maintaining the flexibility to recover all affine interpolations through
adjustments in time parameterization and inference algorithms.

1.4 Models and Loss Functions

Beyond the standard quadratic loss (1.3), a variety of alternative loss
functions have been explored. A notable example is the time-weighted loss
function: ∫ 1

0

ηtE
[∥∥∥Ẋt − vt(Xt)

∥∥∥2]dt,
where ηt is a positive time weight. The non-uniform weights have been
found useful and used in training large models such as Stable Diffusion 3,
Flux and MovieGen.

In addition, the training procedure may vary depending on the choice
of the target function that the neural network is designed to estimate. For
example, rather than estimating vt, many studies suggest training neural
networks to approximate the condition expectation of noise X0 or target
X1 given Xt:

x̂0|t(x) = E [X0 | Xt = x] , x̂1|t(x) = E [X1 | Xt = x] . (1.8)

With Xt = tX1 + (1− t)X0, we can see that x̂0|t and x̂1|t are related to vt
via linear relations:

x̂1|t(x) = x+ (1− t)vt(x), x̂0|t(x) = x− tvt(x).

As a result, the different model formulations can be converted into one
another by adjusting the time weightings in the training loss. For example,
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if we set the problem as predicting x̂1|t(x) with a time weighting η, the
loss becomes∫ 1

0

ηtE
[∥∥X1 − x̂1|t(x)

∥∥2] dt = ∫ 1

0

ηt(1− t)2E
[
∥X1 −X0 − vt(Xt)∥2

]
dt,

which is equivalent to learning vt with a weighting of η̃t = (1 − t)2ηt.
Similarly, using different affine interpolation can be shown to correspond
to training with different time weights (Section 3.3).

Beyond time weighting with square losses, it is possible to explore more
general loss functions. A key property is that the minimum of the loss
should enforce vXt (x) = E

[
Ẋt|Xt = x

]
. This can be ensured in general

with Bregman divergence (Section 2.5).

1.5 Samplers

At inference time, we need to numerically solve the ODE dZt = vt(Zt)dt to
obtain samples. In addition to using off-the-shelf numerical ODE solvers,
specialized algorithms should be developed by exploiting the intrinsic
properties of rectified flow.

Euler’s method is default algorithm for solving the ODEs of rectified
flow. However, it has become common to 1) use non-uniform step sizes
for better performance, and 2) in the case of curved interpolations, apply
specialized natural Euler discretization update rules that align with the
underlying interpolation. As discussed in Section 1.3, these two choices
are interconnected, as using curved interpolations is equivalent to using
straight interpolations with non-uniform time steps. See Section 3 for
further details.

Another direction concerns the distinction between flow and diffusion
models. Although rectified flow is introduced as a method for learning
an ODE, it is possible to introduce stochasticity into the sampling process,
yielding an stochastic differential equation (SDE) for sampling at inference
time. Specifically, we may consider

dZt = vt(Zt)dt︸ ︷︷ ︸
Rectified flow

+σ2
t∇ log ρt(Zt) +

√
2σ2

t dWt︸ ︷︷ ︸
Langevin dynamics on ρt = Law(Zt)

,

where ρt is the density function of Zt. Here, we introduce an additional
Langevin dynamics component on the density of the current random vari-
able Zt, which is always in an equilibrium state due to the rectified flow,
and hence does not contribute to the change of the density in the ideal case
when Zt follows ρt exactly. However, when approximated in practice, the
Langevin dynamics acts as a negative feedback mechainsm to help bring
Zt back towards ρt.

In general, we need to learn the score function ∇ log ρt in addition to
vt. In the special case of independent coupling and Gaussian X0, however,
ρt can be obtained from vt using an explicit formula, which allows us to
freely switch between ODE and SDE samplers without retraining models
[Song et al., 2020b,a, Karras et al., 2022b].
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1.6 Literature

We follow the order of first introducing flow and then presenting diffusion
as an added option at inference time. This is in contrast to the historical
development of diffusion models, which follows the reversed order:

1. Diffusion. Denoising diffusion models were initially developed with
diffusion processes playing a fundamental role. Their development
began from the perspective of hierarchical variational inference [Sohl-
Dickstein et al., 2015, Ho et al., 2020], the learning of score functions
for energy-based models [Song and Ermon, 2019, 2020], and time-
reversal SDEs as introduced by Song et al. [2020b]. Complementary
perspectives were offered through Schrödinger bridges [De Bortoli
et al., 2021b, Shi et al., 2024], mixtures of diffusion [Peluchetti,
2021, 2023], and lazy EMs and h-transforms [Liu et al., 2022c, Ye
et al., 2022]. All these works established diffusion processes and SDE
concepts as central and indispensable building blocks.

2. Diffusion ⇒ Flow. It was discovered that at inference time, the
learned SDE models can be converted to deterministic ODE models.
This means that one can switch between SDE and ODE samplers at
inference time without re-training the model. This insight led to the
development of denoising diffusion implicit models (DDIM) [Song
et al., 2020a] and probability-flow ODEs (PF-ODEs) [Song et al.,
2020b]. ODE-based procedures are simpler and faster than SDE-
based inference, making them more appealing when computational
speed is a concern. However, these methods still rely on the SDE as
an intermediate step, which is somewhat counterintuitive, given that
SDEs are more sophisticated than ODEs.

3. Flow. It was later observed that ODE models can be introduced
directly, bypassing the need for SDEs altogether, whether for theoret-
ical or practical reasons. The works include rectified flow [Liu et al.,
2022a], flow matching [Lipman et al., 2022], stochastic interpolation
[Albergo et al., 2023], and alpha-blending [Heitz et al., 2023]. Also
related is related the action matching proposed by Neklyudov et al.
[2023].

Remark 4. The term diffusion models has frequently been used to refer
specifically to the DDIM and DDPM approaches. Here, we use it to
refer to general models that learn the diffusion process as a generative
mechanism.
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CHAPTER TWO

Marginals and Errors

We show that any time-differential stochastic process {Xt} shares the same
marginal distributions with the rectified flow {Zt} induced from {Xt}, that
is,

Law(Zt) = Law(Xt) for ∀t.

We provide the proof and also establish error bounds when the rectified
flow is learned exactly.

2.1 Marginals are Determined by E[Ẋt|Xt]

In the following, we establish the marginal preserving property, drawing
connection to the continuity equation.

Definition 3. For a path-wise continuously differentiable random pro-
cess {Xt} = {Xt : t ∈ [0, 1]}, its expected velocity vX , also called its
rectified flow (RF) velocity, is defined as

vXt (x) = E
[
Ẋt | Xt = x

]
, ∀x ∈ supp(Xt).

For x ̸∈ supp(Xt), the conditional expectation is not defined and we
set vX arbitrarily, say vXt (x) = 0.

Definition 4. We call that {Xt} is rectifiable if vX is locally bounded
and the solution of the integral equation below exists and is unique
initialized from Z0 = X0 almost surely:

Zt = Z0 +

∫ t

0

vXs (Zs)ds, ∀t ∈ [0, 1], Z0 = X0. (2.1)

In this case, {Zt} = {Zt : t ∈ [0, 1]} is called the rectified flow induced
from {Xt}.

The integral equation (2.1) reduces to the ODE d
dtZt = vXt (Zt) if Zt is

time-differentiable for all t.

Theorem 1. Assume {Xt} is rectifiable and {Zt} is its rectified flow.
Then Law(Zt) = Law(Xt) for ∀t ∈ [0, 1].
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X0(= Z0)

Xs

Xt

Zt

Ẑt|s

Figure 2.1: Illustrating Ẑt|s = ΦZ
t|s(Xs), which

yields Ẑt|0 = Zt and Ẑt|t = Xt.

Remark 5. The marginal distributions of Xt in a time-differential
stochastic process {Xt} are fully determined by the initial condition

and the expected velocity vX(x) = E
[
Ẋt | Xt = x

]
, which depends

solely on the conditional expectation of Ẋt given Xt at each point.
Higher-order moments of the conditional distribution Ẋt|Xt do

not influence the marginal distributions of Xt at each individual time
t, but they do affect the joint distributions, such as (Xt1 , Xt2) for
different time points t1 and t2.

Proof. Denote by C1
c (Rd;R) the set of compactly supported continu-

ously differentiable functions. For each h ∈ C1
c (Rd;R), we have

d

dt
E [h(Xt)] = E

[
∇h(Xt)

⊤Ẋt

]
= E

[
∇h(Xt)

⊤vXt (Xt)
]
, (2.2)

where we used vXt (Xt) = E
[
Ẋt|Xt

]
. This readily establishes a series

of equations on the probability measures πt := Law(Xt):∫
hdπt −

∫
hπ0 =

∫ t

0

∫
∇h⊤vXs dπs, ∀h ∈ C1

c (Rd;R). (2.3)

It turns out these (infinite number of) equations identifies a unique
solution of the measures {πt} given an initial π0, if and only if Equa-
tion (2.1) admits an unique solution initialized from Z0 ∼ π0. (See
Corollary 1.3 of Kurtz [2011] or Theorem 4.1 of Ambrosio and Crippa
[2008]).

Because Zt is driven by the same velocity field vX , its marginal
law Law(Zt) solves the very same equation (2.3) with the same initial
condition (Z0 = X0). Hence, we have Law(Zt) = Law(Xt) by the
uniqueness of the solutions.

An Elementary Proof

The key part of the proof is the uniqueness of the solutions of (2.3). We
give an elementary proof to illustrate the idea here.

Let Φt|s be the transfer map from Zs to Zt following the ODE dZt =

vXt (Zt)dt, such that Zt = Φt|s(Zs). Note that

0 =
d

ds
Zt =

d

ds
Φt|s(Zs) = ∂sΦt|s(Zs) +∇Φt|s(Zs)

⊤vXs (Zs),

where we write ∇Φ = [∂iΦj ]ij , which is the transpose of the Jacobian
equation.

Assume the solution of the ODE exists and is unique starting from any
point Zs = z on Rd. We can replace Zs with any z and get the so-called
Kolmogorov backward equation:

∂sΦt|s(z) +∇Φt|s(z)
⊤vXs (z) = 0, ∀z ∈ Rd. (2.4)

As illustrated in Figure 2.1, define

Ẑt|s = ΦZ
t|s(Xs),
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which is the result we get by following X from X0 to Xs, and then switch
to the ODE to get Ẑt|s. Obviously, we have Ẑt|t = Xt and Ẑt|0 = Zt.

For any test function h ∈ C1
c (Rd;R),

d

ds
E
[
h(Ẑt|s)

]
=

d

ds
E
[
h(Φt|s(Xs))

]
= E

[
∇h(Ẑt|s)

⊤(∂sΦt|s(Xs) +∇Φt|s(Xs)
⊤Ẋs)

]
= E

[
∇h(Ẑt|s)

⊤(∇Φt|s(Xs)
⊤(Ẋs − vXs (Xs))

]
//using (2.4)

= E
[
∇h(Ẑt|s)

⊤(∇Φt|s(Xs)
⊤(E

[
Ẋs|Xs

]
− vXs (Xs))

]
= 0.

Therefore,

E [h(Xt)]− E [h(Zt)] = E
[
h(Ẑt|t)

]
− E

[
h(Ẑt|0)

]
=

∫ t

0

d

dt
E
[
h(Ẑt|s)

]
ds = 0.

Because E [h(Xt)] = E [h(Zt)] for any test function h, we conclude that Xt

and Zt have the same distributions.

2.2 Continuity Equations

If πt = Law(Xt) admits a smooth density function ρt, then, as we show
below, Equation (2.3) can be reduced to the continuity equation:

∂tρt(x) = −∇·(vXt (x)ρt(x)), (2.5)

which explicitly characterizes the evolution of the densities ρt of Xt based
on the expected velocity vXt (x) = E

[
Ẋt|Xt = x

]
. Here, for a velocity field

v : Rd → Rd, we denote by ∇· v the divergence operator of velocity field v,
defined as

∇· v(x) =
∑
i

∂xiv(x)i = Trace(∇v(x)).

It is the trace of the Jacobian matrix of v(x).

Derivation by Integration by Parts

The key of the derivation of (2.5) from 2.3 is using integration by parts.
Writing the equation in terms of the density function:∫

h(x)∂tρt(x)dx =

∫
∇h(x)⊤vXt (x)ρt(x)dx.

Applying integration by parts on the right hand side: Note that left and
right hand side of (2.3) are∫

∇h(x)⊤vXt (x)ρt(x)dx = −
∫
h(x)∇·(vXt (x)ρt(x))dx //integration by parts.

This shows that∫
h(x)(∂tρt(x) +∇·(vXt (x)ρt(x)))dx = 0,

CHAPTER 2. MARGINALS AND ERRORS 16



Source: ∇· v(x) > 0 Sink: ∇· v(x) < 0

Figure 2.2: Illustrating divergence.

for any test function h, which implies that ∂tρt +∇·(vXt ρt) = 0.
If πt does not admit density functions, Equation (2.3) is simply defined

as the continuity equation in the weak sense, which is written formally as

π̇t +∇·(vXt πt) = 0. (2.6)

2.2.1 The Divergence Operator

In physics, the divergence of a vector field measures how much the field
acts as a source or sink at a specific point. It quantifies the "outflow" of
field vectors from an infinitesimal region. As shown in Figure 2.2, positive
divergence (∇· v(x) > 0) indicates a source, while negative divergence
(∇· v(x) < 0) indicates a sink.

To see why this is the case, note that with integration by parts, we have
for any velocity field v and density function ρ,∫

∇· v(x)ρ(x)dx = −
∫
v(x)⊤∇ρ(x)dx.

This is rewritten into

EX∼ρ[∇· v(X)] = −EX∼ρ[v(X)⊤∇ log ρ(X)],

which is also known as Stein’s identity. It shows that the expectation
of divergence ∇· v(X) under any distribution ρ equals the negative of
expected inner product of v(X) and ∇ log ρ(X).

Now, let ρ ∼ Normal(x0, σ2I) be a Gaussian distribution centered a
point x0. We have ∇ log ρ(X) = −(X − x0)/σ

2. Hence,

E [∇· v(X)] =
1

σ2
E
[
v(X)⊤(X − x0)

]
. (2.7)

Thus, the expected divergence around x0 is proportional to the expected
inner product of v(X) with the lines (X − x0) radiating outward from x0
to X. Taking the limit as σ → 0, this confirms that ∇· v(x0) serves as a
local measure of “sourceness” at x0.

Remark 6. Back to the continuity equation ∂tρt = −∇·(vtρt). It
shows that the rate of change of ρt at each point equals the negative
divergence (which measures the amount of inward flow) of the flux
vtρt. Here, vtρt is the product of the velocity field vt and the density
ρt, which together define the flow of the density ρt driven by the
velocity field vt.

∂tρt = −∇·(vtρt): Change rate of ρt = negative divergence of flux.

2.2.2 Numerical Approximation of ∇· v
Calculating the divergence requires to sum over the partial derivatives
∂xiv(x)i. Because each of these terms takes derivative of a different ob-
jective v(x)i w.r.t. a different input xi, there exists no efficient vectorized
operators that calculate all the terms simultaneously, they have to be
calculated separately with a for loop, which is highly inefficient.
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The Stein’s identity in (2.7) provides a convenient approximation of
divergence. Taking a small σ ≈ 0, we have

∇· v(x0) ≈ E [∇· v(x0 + σξ)]

=
1

σ
E
[
v(x0 + σξ)⊤ξ

]
=

1

σ
E
[
(v(x0 + σξ)− v(x0))

⊤ξ
]
, (2.8)

where the right hand side can be approximated by Monte Carlo sampling
of ξ ∼ Normal(0, I).

In the limit of σ → 0, we obtain an unbiased estimation.

Proposition 1. Assume E
[
ξξ⊤

]
= I, we have

∇· v(x) = d

dσ
E
[
v(x+ σξ)⊤ξ

] ∣∣∣∣
σ=0

. (2.9)

Remark 7. It does not necessarily require a Gaussian ξ. The finite
difference approximation of (2.9) yields (2.8).

Proof.

d

dσ
E
[
v(x+ σξ)⊤ξ

] ∣∣∣∣
σ=0

= E
[
ξ⊤∇v(x)ξ

]
= Trace(∇v(x)E

[
ξξ⊤

]
)

= Trace(∇v(x)) = ∇· v(x).

2.3 Wasserstein Bounds

Due to learning and optimization errors, we may only yield an approxima-
tion v̂t of the expected velocity vXt (x) = E

[
Ẋt|Xt = x

]
. Let πẐ

t = Law(Ẑt)

be the distribution of Ẑt following the ODE d
dt Ẑt = v̂t(Zt) with Ẑ0 = X0,

and πX
t = Law(Xt) the marginal distribution of the interpolation process.

We show in the following that

W1,q(π
X
t , π

Ẑ
t ) ≤

∫ t

0

E
[∥∥∥∇ΦẐ

t|s(Xs)
⊤(vXs (Xs)− v̂s(Xs))

∥∥∥
q∗

]
ds

≤
∫ t

0

E
[∥∥∥∇ΦẐ

t|s(Xs)
⊤(Ẋs − v̂s(Xs))

∥∥∥
q∗

]
ds, (2.10)

where W1,q(·, ·) is the 1-Wasserstein distance under a norm ∥·∥q, and ∥·∥q∗
is the dual norm of ∥·∥q, and ΦẐ

t|s is the transfer map from Ẑs to Ẑt. We
can see that this bound mimics the training loss (1.3), but depends on
the Jacobian ∇ΦẐ

t|s and does not square the loss. It is possible to use this
bound as the training loss, if the Jacobian can be approximated properly.
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Lemma 1 (Wasserstein Distances). 1) Let d
dtZt = vZt (Zt) be an ODE

that yields an unique solution passing Zt = z for ∀t ∈ [0, 1] and
z ∈ Rd. Let ΦZ

t|s be its transfer map, such that Zt = Φt|s(Zs).
2) Let {Xt} be a time-differentiable process with RF velocity field

vXt (x) = E
[
Ẋt|Xt = x

]
. Assume X0 = Z0.

3) Let πX
t = Law(Xt) and πZ

t = Law(Zt) be the marginal laws.
Let ∥·∥q be any norm on Rd. Consider the 1-Wasserstein distance w.r.t.
a norm ∥·∥q:

W1,q(π
X
t , π

Z
t ) = sup

h
{E [h(Xt)]− E [h(Zt)] s.t. sup

x∈Rd

∥∇h(x)∥q ≤ 1}.

Then, we have

W1,q(π
X
t , π

Z
t ) ≤

∫ t

0

E
[∥∥∥∇ΦZ

t|s(Xs)
⊤(vXs (Xs)− vZs (Xs))

∥∥∥
q∗

]
ds

≤
∫ t

0

E
[∥∥∥∇ΦZ

t|s(Xs)
⊤(Ẋs − vZs (Xs))

∥∥∥
q∗

]
ds,

where ∥·∥q∗ is the dual norm of ∥·∥q, given by ∥x∥q∗ = supy{x⊤y : ∥y∥ ≤
1}.

Proof. Let Ẑt|s = ΦZ
t|s(Xs), so that we have Ẑt|t = Xt and Ẑt|0 = Zt.

d

ds
E
[
h(Ẑt|s)

]
=

d

ds
E
[
h(Φt|s(Xs))

]
= E

[
∇h(Ẑt|s)

⊤(∂sΦt|s(Xs) +∇Φt|s(Xs)
⊤Ẋs)

]
= E

[
∇h(Ẑt|s)

⊤(∇Φt|s(Xs)
⊤(Ẋs − vZs (Xs))

]
= E

[
∇h(Ẑt|s)

⊤(∇Φt|s(Xs)
⊤(vXs (Xs)− vZs (Xs))

]
,

where we used the backward equation ∂sΦt|s(z) +∇Φt|s(z)
⊤vZs (z) =

0. Hence,

E [h(Xt)]− E [h(Zt)]

= E
[
h(Ẑt|t)

]
− E

[
h(Ẑt|0)

]
=

∫ t

0

d

ds
E
[
h(Ẑt|s)

]
ds

=

∫ t

0

E
[
∇h(Ẑt|s)

⊤(∇Φt|s(Xs)
⊤(vXs (Xs)− vZs (Xs))

]
ds

≤
∫ t

0

E
[∥∥∥∇h(Ẑt|s)

∥∥∥
q

∥∥∇Φt|s(Xs)
⊤(vXs (Xs)− vZs (Xs))

∥∥
q∗

]
ds.
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This yields the result by the definition of the 1-Wasserstein distance:

W1,q(π
X
t , π

Z
t ) ≤

∫ t

0

E
[∥∥∥∇ΦZ

t|s(Xs)
⊤(vXs (Xs)− vZs (Xs))

∥∥∥
q∗

]
ds

≤
∫ t

0

E
[∥∥∥∇ΦZ

t|s(Xs)
⊤(Ẋs − vZs (Xs))

∥∥∥
q∗

]
ds,

where the last inequality follows Jensen’s inequality given that every
norm is convex.
The following is an upper bound of KL divergence between the marginal

distributions traded by an ODE and time-differential process.

2.4 KL Divergence

Besides Wasserstein distances, we often need to keep track of the KL
divergence of the marginal distributions driven by two time-differentiable
processes. The follow result plays a key role in many places.

Lemma 2 (KL Divergence Between ODEs). Let {Xt} and {X ′
t} be two

time-differentiable stochastic processes with RF velocity fields vt and
v′t, and smooth log densities ρt, ρ′t, respectively. We have

d

dt
KL(ρt || ρ′t) = EXt∼ρt [(∇ log ρt(Xt)−∇ log ρ′t(Xt))

⊤(vt(Xt)− v′t(Xt))].

d

dt
H(ρt) = −EXt∼ρt

[log ρt(Xt)
⊤vt(Xt)],

where KL(· || ·) and H(·) denotes KL divergence and entropy, respec-
tively.

Remark 8. This shows that the change rate of KL divergence equals the
expected inner product of the score difference ∇ log ρt −∇ log ρ′t and
velocity difference vt − v′t. The change rate of entropy H(ρt) equals
the negative expected inner product of ∇ log ρt and vt.

Remark 9. We have by Cauchy–Schwarz inequality,

KL(ρ1 || ρ′1) ≤
∫ 1

0

EXt∼ρt [∥∇ log ρt(Xt)−∇ log ρ′t(Zt)∥ ∥vt(Xt)− v′t(Xt)∥]dt.

The bound depends on both ρt and vt.

Remark 10. As shown in Section 4.1, if Xt = αtX1 + βtX0 is an affine
interpolation with X0 ⊥⊥ X1 and X0 ∼ Normal(0, I), then ∇ log ρt is
related to vt in closed form via

∇ log ρt(x) = ηt

(
vt(x)−

α̇t

αt
x

)
, with ηt =

1

β2
t

(
α̇t

αt
− β̇t
βt

)−1

.
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Assume the same relation also holds for ∇ log ρt and vt. We have

KL(ρ1 || ρ′1) =
∫ 1

0

EXt∼ρt [ηt ∥vt(Xt)− v′t(Xt)∥
2
]dt,

which reduces to a time-weighted square loss function.

Proof. Let Żt = vt(Zt) and Ż ′
t = v′t(Z

′
t) be the rectified flow of {Xt}

and {X ′
t}, respectively. Note that

KL(ρt || ρ′t) = EZt∼ρt
[log(ρt(Zt)/ρ

′
t(Zt)].

Its time derivative is

d

dt
KL(ρt || ρ′t) = E

[
∇(log ρt(Zt)/ρ

′
t(Zt))Żt

]
︸ ︷︷ ︸

I

+E [∂t log(ρt(Zt)/ρ
′
t(Zt))]︸ ︷︷ ︸

II

,

where we used d
dtrt(Zt) = ∂trt(Zt)+∇rt(Zt)

⊤Żt with rt = log(ρt/ρ
′
t);

the first term here differentiate through the random variable Zt, and
the second term through the log density ratio rt.

Because Żt = vt(Zt), the first term equals

I = E
[
(∇ log ρt(Zt)−∇ log ρ′t(Zt))

⊤vt(Zt)
]
. (2.11)

The second term can be separated into

II =

∫
ρt(z)∂t log ρt(z)dz︸ ︷︷ ︸

II1

−
∫
ρt(z)∂t log ρ

′
t(z)dz︸ ︷︷ ︸

II2

,

where the first part II1 equals zero, because

II1 =

∫
ρt(z)∂t log ρt(z)dz =

∫
∂tρt(z)dz = ∂t

∫
ρt(z)dz = ∂t1 = 0.

(2.12)

For the second part II2, note the continuity equation ∂tρ
′
t(z) =

−∇·(v′t(z)ρ′t(z)). By dividing both sides with ρ′t(z), it can be rewritten
into

∂t log ρ
′
t(z) = −(∇· v′t(z) +∇ log ρ′t(z)

⊤v′t(z)).

Hence,

E [∂t log ρt(Zt)] = E
[
−∇· v′t(Zt)−∇ log ρ′t(Zt)

⊤v′t(Zt)
]

= E
[
∇ log ρt(Zt)

⊤v′t(Zt)−∇ log ρ′t(Zt)
⊤v′t(Zt)

]
,

= E
[
(∇ log ρt(Zt)−∇ log ρ′t(Zt))

⊤v′t(Zt)
]
, (2.13)

where we used the integration by parts formula for divergence:∫
ρt(z)∇· vt(z)dz = −

∫
∇ρt(z)⊤vt(z)dz.

Combing Equation 2.11, 2.12 and 2.13 yields the result for d
dtKL(ρt || ρ′t).

The result for the entropy d
dtH(ρt) follows similarly except simpler.
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2.5 Bregman Divergence

The use of the quadratic loss (1.3) is critical in ensuring that v∗t (Xt) =

E
[
Ẋt|Xt

]
for ∀t ∈ [0, 1] at the optimum. The same property can be

achieved by other loss functions. A general loss that we may consider is of
form ∫ 1

0

ψt

(
E
[
ℓt(Ẋt, vt(Xt))

])
dt,

where ℓt(·, ·) is a loss function measuring the difference between Ẋt and
vt(Xt) at each time t, and ψt(·) decides how the losses across different
time are aggregated. We should choose ψt and ℓt to satisfy the following
conditions to ensure that minimum of the loss is attained by v∗t (Xt) =

E
[
Ẋt|Xt

]
for ∀t ∈ [0, 1]:

1. ψt(x) ≥ 0 for ∀x, and ψt(x) = 0 iff x = 0.

2. E [ℓt(Y, x)] ≥ 0, and E [ℓt(Y, x)] = 0 iff x = E [Y ], for any random
variable x.

Here, the property of ℓt, referred to as the mean-as-minimizer, is critical. It
is obviously ensured by the squared loss ℓt(y, x) = (y − x)2. Bregman di-
vergence represents a more general class of losses that satisfy this property
[e.g., Banerjee et al., 2005].

Definition 5. Let h : Ω → R be a continuously-differentiable, strictly
convex function defined on a convex set Ω. The Bregman divergence
associated with h is defined as

Bh(y, x) = h(y)− h(x)− ⟨∇h(x), y − x⟩, ∀x, y ∈ Ω.

It is the difference between h(y), and the first-order Taylor expansion
h(x) + ⟨∇h(x), y − x⟩ around point x evaluated at point y.

We have Bh(y, x) ≥ 0 for all x, y as a consequence of the convexity of
h, and Bh(y, x) = 0 iff x = y, which is true when h is strictly convex.
More importantly, Bregman divergence admits a generalized bias–variance
decomposition similar to that of mean square errors (MSEs), which ensures
that the minimum of E [Bh(Y, f(X))] is f∗(X) = E [Y |X].

Lemma 3. Bregman divergence yields the following decomposition:

E [Bh(Y, x)] = E [Bh(Y, E [Y ])]︸ ︷︷ ︸
variance

+E [Bh(E [Y ] , x)]︸ ︷︷ ︸
bias

.

Hence, the solution of minx E [Bh(Y, x)] is achieved by x∗ = E [Y ] .
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Proof.

E [Bh(Y, x)] = E
[
h(Y )− h(x)−∇h(x)⊤(Y − x)

]
= E

[
h(Y )− h(x)−∇h(x)⊤(E [Y ]− x)

]
= Bh(E [Y ] , x) + E [h(Y )]− E [h(E [Y ])] .

The result follows if we note that

E [Bh(Y, E [Y ])]
∗
= E

[
h(Y )− h(E [Y ])−∇h(E [Y ])⊤(Y − E [Y ])

]
= E [h(Y )]− E [h(E [Y ])] ,

where the last term in ∗
= is canceled because E[Y − E[Y ]] = 0.

Remark 11. As an alternative proof, note that

E [Bh(Y, x)] = E [h(Y )]− h(x)−∇h(x)⊤(E [Y ]− x).

Taking the derivative w.r.t. x:

∇xE [Bh(Y, x)] = −∇h(x)−∇2h(x)(E [Y ]− x) +∇h(x)
= −∇2h(x)(E [Y ]− x).

Because ∇2h(x) ≻ 0 as h is strictly convex, solving ∇xE [Bh(Y, x)] =

−∇2h(x)(E [Y ]− x) = 0 yields x = E [Y ].

2.5.1 Semantic Losses

In practice, it can be beneficial to impose the loss on a semantic space. Let
f(x) be feature mapping, one can consider∫ 1

0

E
[
∥f(X1)− f(Xt + (1− t)vt(Xt))∥2

]
dt, (2.14)

where we consider X̂1|t = Xt + (1 − t)vt(Xt) as a predict of X1. An
example of this is the LPIPS loss [Zhang et al., 2018]; see Lee et al. [2024].
However, for nonlinear f , the loss above does not generally satisfy the
mean-as-minimizer property, and hence may yield biased estimation.

Tangent Loss

Tangent loss is one approach to incorporate loss to avoid introducing bias
while incorporating the information of nonlinear feature maps.

Assume that ft(Xt) is a useful representation of Xt at each time t. The
transformed interpolation and ODEs are:

Xf
t = ft(Xt), Zf

t = ft(Zt).

By chain rule, the slopes of the induced curves are

Ẋf
t = ∇ft(Xt)

⊤Ẋt + ∂tft(Xt), Żf
t = ∇ft(Zt)

⊤vt(Zt) + ∂tft(Zt).
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Matching these two slopes yield

min
v

∫ 1

0

E
[∥∥∥∇ft(Xt)

⊤(Ẋt − vt(Xt))
∥∥∥2] dt. (2.15)

This allows us to place higher weight on the directions are important w.r.t.
the feature network ft. In practice, the space spanned by ∇f(Xt) may be
degenerate. In this case, we can take the linear combination of the loss
above with the standard L2 loss. See Liu et al. [2022a].

Remark 12. Note that (2.15) coincides with the Wasserstein bound
in (2.10) if we take ft(x) = Φ1|t(x) to be the transfer mapping of
dZt = vt(Zt)dt.

To avoid calculating the derivative, we can use Taylor approximation:

min
v

∫ 1

0

E

[∥∥∥∥ 1

εt
(ft+εt(Xt + εtẊt)− ft+εt(Xt + εtvt(Xt)))

∥∥∥∥2
]
dt, (2.16)

which converges to (2.15) when εt ≈ 0. It reduces to (2.14) when ε = 1−t
when Xt = tX1 + (1− t)X0.

What is the Effect of Using Biased Losses?

Using losses that do not satisfy the mean-as-minimizer property is equiv-
alent to impose a loss-dependent reweighing on the data points. Let us
consider, for example,

min
f

E [ℓ(Y, f(X))] .

Assume we minimize f in the set of all functions, using calculus of varia-
tions, the optimal solution f∗ should satisfy

E [∇f ℓ(Y, f
∗(X)) | X] = 0,

which can be writing into

f∗(X) =
E [w(X,Y )Y | X]

E [w(X,Y ) | X]
.

where the weighting function is w(X,Y ) := ∇f ℓ(Y, f
∗(X))/(Y − f∗(X)),

if they can be defined properly. Hence, these loss functions induce a non-
uniform weighting of data points, failing to accurately capture the original
distribution. While such biases might be hard to detect when training
models on very large datasets, they can potentially lead to unexpected
effects, such as bias amplification or mode collapse.

Remark 13. The magnitude of the bias depends on the variance of Y
conditioned on X. If X is fully deterministic given X, then no bias
is induced even if ℓ does not have the mean-as-minimizer property.
As suggested in Lee et al. [2024], the label Y = Ẋt can be highly
deterministic given Xt, using a nonlinear loss such as LPIPS may
suffer from the bias issue.
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CHAPTER THREE

Interpolations and Equivariance

The choice of the interpolation process can have a significant impact on in-
ference performance and speed, and it appears to be a decision that must be
made during the pre-training phase. However, for interpolation processes
that are pointwise transformable one-to-one in a suitable sense, the trajec-
tories of their induced rectified flow can also be transformed one-to-one,
indicating that Rectify(·) is equivariant under pointwise transformations.
This result holds not only for continuous-time ODEs but also for discretized
trajectories of the ODEs if a particular "natural Euler" method is used,
which takes the underlying interpolation into account.

Notably, all affine interpolation processes are pointwise transformable
through a simple rescaling of the time t and the input x, and hence they sat-
isfy the equivariance results mentioned above. In particular, the discretized
DDIM algorithm is a natural Euler method for spherical interpolation,
which is therefore equivalent to straight interpolation with the vanilla
Euler method. Straight interpolation is particularly simple because its
natural Euler method coincides with the vanilla Euler method. Conse-
quently, it suffices to adopt a simple form, such as the straight interpolation
Xt = tX1 + (1− t)X0, while still maintaining the flexibility to recover all
affine interpolations through adjustments in time parameterization and
inference algorithms. Similar observations was made in various settings
and from different perspectives [Kingma et al., 2021, Karras et al., 2022b,
Shaul et al., 2023, Gao et al., 2024].

3.1 Point-wisely Transformable Interpolations

We show that if two processes {Xt} and {X ′
t} are related pointwise by

X ′
t = ϕt(Xτt),

for some differentiable and invertible maps ϕ : (t, x) 7→ ϕt(x) and τ : t 7→ τt,
then their corresponding rectified flows, {Zt} and {Z ′

t}, satisfy the same
relation:

Z ′
t = ϕt(Zτt),

provided the relation holds at initialization, that is, Z ′
0 = ϕt(Z0).

This result suggests that rectified flows of pointwisely transformable
interpolations are essentially the same, upto the same pointwise transform.
Furthermore, if Xt = It(X0, X1) and X ′

t = It(X0, X1) are constructed
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from the same coupling (X0, X1), then they yield the same rectified cou-
pling (Z ′

0, Z
′
1) = (Z0, Z1).

Write {X ′
t} = Transform({Xt}) the pointwise transform above. The

results suggest that Rectify(·) is an equivariant map under the transforms:

Rectify(Transform({Xt})) = Transform(Rectify({Xt})).

Why is this true? The intuition is illustrated in Figure 3.1. The trajecto-
ries of the rectified flow (RF) are simply a “rewiring” of the interpolation
trajectories at their intersection points to avoid crossings. As a result, they
occupy the same “trace” as the interpolation process, even though they
switch between different trajectories at intersection points. Consequently,
any deformation applied to the interpolation trajectories is inherited by
the rectified flow trajectories. The deformation must be point-to-point here
to make it insensitive to the rewiring of the trajectories.

This is a general and fundamental property of the rectification process
and is not restricted to specific distributions, couplings, or interpolations.

Figure 3.1: Rectified flow rewires the interpolation trajectories to avoid crossing. When a
deformation is applied on the interpolation trajectories, the trajectories of the corresponding
rectified flow is deformed in the same way.

We now introduce and prove the results.

Definition 6. Two stochastic processes {Xt} and {X ′
t} is said to be

pointwisely transformable if

X ′
t = ϕt(Xτt), ∀t ∈ [0, 1],

where τ : [0, 1] → [0, 1] and ϕ : [0, 1] × Rd → Rd for t ∈ [0, 1] are
differentiable maps, and ϕt is invertible for t ∈ [0, 1].

Theorem 2. Assume that {Xt} and {X ′
t} are pointwise transformable

as per Definition 6. Let vt and v′t be their respective RF velocity fields.
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Then we have

v′t(x) = ∂tϕt(ϕ
−1
t (x)) +∇ϕt(ϕ−1

t (x))⊤vτt(ϕ
−1
t (x))τ̇t.

In addition, let {zt} be a trajectory of the rectified flow of {Xt},
satisfying d

dtzt = vt(zt). Then a curve {z′t} satisfies z′t = ϕt(zτt),
∀t ∈ [0, 1] if and only if it is the trajectory of the rectified flow of {X ′

t}
initialized from z′0 = ϕ0(zτ0), that is,

z′t = ϕt(zτt), ∀t ∈ [0, 1] ⇔ z′0 = ϕ0(zτ0), and
d

dt
z′t = v′t(z

′
t), ∀t ∈ [0, 1].

Proof. 1) By definition of v′t, we have

v′t(x) = E
[
Ẋ ′

t | X ′
t = x

]
= E

[
d

dt
ϕt(Xτt) | ϕt(Xτt) = x

]
= E

[
∂tϕt(Xτt) +∇ϕt(Xτt)

⊤Ẋτt τ̇t | Xτt = ϕ−1
t (x)

]
= ∂tϕt(ϕ

−1
t (x)) +∇ϕt(ϕ−1

t (x))⊤vτt(ϕ
−1
t (x))τ̇t,

where we used vt(x) = E
[
Ẋt|Xt = x

]
.

2) Assume z′t = ϕt(zτt), then it implies d
dtz

′
t = vt(z

′
t), because

ż′t =
d

dt
ϕt(zτt)

= ∂tϕt(zτt) +∇ϕt(zτt)⊤żτt τ̇t
= ∂tϕt(zτt) +∇ϕt(zτt)⊤vτt(zτt)τ̇t
= ∂tϕt(ϕ

−1
t (z′t)) +∇ϕt(ϕ−1

t (z′t))
⊤vτt(ϕ

−1
t (z′t))τ̇t

= v′t(z
′
t).

where we used zτt = ϕ−1
t (z′t) and d

dtzt = vt(zt).
Conversely, if d

dtz
′
t = vt(z

′
t), we have

d

dt
(z′t − ϕt(zτt)) = v′t(z

′
t)−

d

dt
ϕt(zτt) = 0.

Hence, z′t − ϕt(zτt) = z′0 − ϕ0(zτ0) = 0, which shows that z′t =

ϕt(zτt).

Remark 14. Let d
dtZt = vt(Zt) be the rectified flow of {Xt}, which is

initialized with Z0 = X0 by default. Then Z ′
t = ϕt(Zτt) is the rectified

flow of {X ′
t} with a specific initialization

d

dt
Z ′
t = v′t(Z

′
t), ∀t ∈ [0, 1], and Z ′

0 = ϕ0(Zτ0).

Note that the initialization Z ′
0 has the same distribution as X ′

0, even
though we may not have Z ′

0 = X ′
0 in random variables. It is because

Z ′
0 = ϕ0(Zτ0)

law
= ϕ0(Xτ0) = X ′

0,
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where we use the marginal preservation property (Xτ0
law
= Zτ0) of

rectified flow.
If we further assume τ0 = 0, which is a natural condition, then

we have Zτ0 = Z0 = X0 = Xτ0 (not just equal in law), and hence
Z ′
0 = X ′

0, and {Z ′
t} is the rectified flow with the default initialization

of Z ′
0 = X ′

0.

Corollary 1. Assume the same conditions as Theorem 2, with the
additional assumption that τ(0) = 0. Let {Zt} and {Z ′

t} be the
rectified flows of {Xt} and {X ′

t}, respectively. Then

Z ′
t = ϕt(Zτt) for all t ∈ [0, 1].

Equivalence of Rectified Couplings

If the two pointwisely transformable interpolation processes are con-
structed from the same coupling, then, they yield the same rectified cou-
pling.

Corollary 2. If {Xt} and {X ′
t} share the same coupling, that is,

(X0, X1) = (X ′
0, X

′
1),

and they satisfy the condition in Theorem 2 with τ(0) = 0 and τ(1) =
1, then their rectified flow yields the same coupling, that is,

(Z0, Z1) = (Z ′
0, Z

′
1).

Proof. Corollary 1 gives

(Z ′
0, Z

′
1) = (ϕ0(Zτ0), ϕ1(Zτ1)).

One the other hand, we have X0 = X ′
0 = ϕ0(Xτ0) = ϕ0(X0), which

suggests that ϕ0 is the identity mapping, and hence Z0 = ϕ0(Z0) =

ϕ0(Zτ0). Similarly, Z1 = ϕ1(Z1) = ϕ1(Zτ1). Therefore,

(Z ′
0, Z

′
1) = (ϕ0(Zτ0), ϕ1(Zτ1) = (Z0, Z1).

3.2 Equivalence of Affine Interpolations

We now show that all affine interpolations can be pointwise transformed
to each other by appropriately scaling both time and the variable. Then by
Corollary 1 and Corollary 2, their rectified flows can be transformed point-
wisely with same maps, and they yield the identical rectified couplings.

Lemma 4. Let Xt = αtX1 + βtX0 and X ′
t = α′

tX1 + β′
tX0 be two

affine interpolation processes constructed from a common coupling
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(X0, X1), where α0 = β1 = α′
0 = β′

1 = 0 and α1 = β1 = α′
1 = β′

1 = 1.
Then we have

X ′
t =

1

ωt
Xτt , ∀t ∈ [0, 1],

where τt and ωt are found by solving:

ατt

βτt
=
α′
t

β′
t

, ωt =
ατt

α′
t

=
βτt
β′
t

, ∀t ∈ (0, 1), (3.1)

with the boundary condition of

ω0 = ω1 = 1, τ0 = 0, τ1 = 1.

In addition, there is at least one solution of (τt, ωt) in (3.1) if α′
t/β

′
t ≥

0 for t ∈ [0, 1], and αt/βt is continuous w.r.t. t. The solution is unique
if αt/βt is strictly increasing w.r.t. t.

Proof. 1) Write ω = ωt and τ = τt. When (3.1) holds, we have
ωtα

′
t = ατ and ωtβ

′
t = βτt . Hence, ωtX

′
t = ωtα

′
tX1 + ωtβ

′
tX0 =

ατtX1 + βτtX0 = Xτt .
2) For the existence of solution, note that by the boundary condi-

tions of the interpolation processes, we must have α0 = α′
0 = β1 =

β′
1 = 0, and α1 = α′

1 = β0 = β′
0 = 1. Hence,

α0

β0
=
α′
0

β′
0

= 0,
α1

β1
=
α′
1

β′
1

= +∞. (3.2)

Therefore, there is at least a solution of τt for each t once α′
t

β′
t
≥ 0 and

ατ

βτ
is continuous w.r.t. τ .
In addition, for the boundary conditions, note that τ0 = 0 and τ1 =

1 can be achieved due to (3.2), and with it we have ω0 = β0/β
′
0 = 1,

and ω1 = α1/α
′
1 = 1.

Theorem 3. Assume {Xt} and {X ′
t} are two affine interpolations in

Lemma 4.
1) Their respective rectified flows {Zt} and {Z ′

t} satisfy:

Z ′
t = ωt

−1Zτt , ∀t ∈ [0, 1].

2) Their rectified couplings are equivalent:

(Z0, Z1) = (Z ′
0, Z

′
1).

3) Their RF velocity fields vt and v′t satisfy

v′t(x) =
1

ωt
(τ̇tvτt(ωtx)− ω̇tx) .

Proof. It is the direct implication of Lemma 4, Corollary 1, and Corol-
lary 2.

But let us give a direct derivation of v′t(x) = E
[
Ẋ ′

t|Xt = x
]
. Tak-
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ing derivative of X ′
t =

1
ωt
Xτt ,

Ẋ ′
t =

d

dt

(
1

ωt
Xτt

)
=

1

ωt
Ẋτt τ̇t −

ω̇t

ωt
2
Xτt .

Hence,

v′t(x) = E
[
Ẋ ′

t | X ′
t = x

]
= E

[
1

ωt
Ẋτt τ̇t −

ω̇t

ωt
2
Xτt |

1

ωt
Xτt = x

]
= E

[
1

ωt
Ẋτt τ̇t −

ω̇t

ωt
2
Xτt | Xτt = ωtx

]
=

1

ωt
τ̇tvτt(ωtx)−

ω̇t

ωt
x.

Remark 15. The pointwise transform of affine interpolations was dis-
cussed in [Kingma et al., 2021, Karras et al., 2022b]. A proof of the
equivariance of RF ODEs with Gaussian X0 and independent cou-
plings was provided in Shaul et al. [2023]. See Gao et al. [2024] for
an exploratory introduction to the topic.

Remark 16. Further derivation shows that

v′t(x) =
αtκt
ατtκτt

vτt(ωtx) +

(
β̇t
βt

− αtκt
ατtκτt

β̇τt
βτt

ωt

)
x

=
κ′t

ωtκτt
vτt(ωtx) +

(
β̇′
t

β′
t

− κ′t
κτt

β̇τt
βτt

)
x,

where κt =
(

α̇t

αt
− β̇t

βt

)
.

Example 5. Consider the straight interpolation Xt = tX1 + (1− t)X0

with αt = t and βt = 1 − t, and we want to transfer it into another
interpolation X ′

t = α′
tX1 + β′

tX0. We need to solve

ωt =
τt
α′
t

=
1− τt
β′
t

.

This gives

τt =
α′
t

α′
t + β′

t

, ωt =
1

α′
t + β′

t

The velocity field is converted by

v′t(x) =
α̇′
tβ

′
t − α′

tβ̇
′
t

α′
t + β′

t

vτt(ωtx) +
α̇′
t + β̇′

t

α′
t + β′

t

x. (3.3)
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Figure 3.2: Plot of s(t) and ωt for t ∈ [0, 1].

Proof.

v′t(x) =
1

ω
(τ̇tvτt(ωx)− ω̇tx)

= (α′
t + β′

t)

(
α̇′
t(α

′
t + β′

t)− α′
t(α̇

′
t + β̇′

t)

(α′
t + β′

t)
2

vτt(ωtx) +
α̇′
t + β̇′

t

(α′
t + β′

t)
2
x

)

=
α̇′
tβ

′
t − α′

tβ̇
′
t

α′
t + β′

t

vτt(ωtx) +
α̇′
t + β̇′

t

α′
t + β′

t

x.

Example 6. In particular, consider converting the straight interpolation
Xt = tX1+(1− t)X0 to the spherical interpolation X ′

t = sin(π2 t)X1+

cos(π2 t)X0 with α′
t = sin(π2 t) and β′

t = cos(π2 t). We need to solve

ωt =
τt

sin(π2 t)
=

1− τt
cos(π2 t)

.

This gives

τt =
sin(π2 t)

sin(π2 t) + cos(π2 t)
, ωt =

1

sin(π2 t) + cos(π2 t)
.

The velocity field is converted by

v′t(x) =
1

ω
(τ̇tvτt(ωtx)− ω̇tx) .

Calculation shows that

τ̇t =
π

2
ωt

2, ω̇t = −π
2
ωt

2
(
cos(

π

2
t)− sin(

π

2
t)
)
.

Hence,

v′t(x) =
πωt

2

(
vτt(ωtx) +

(
cos(

π

2
t)− sin(

π

2
t)
)
x
)
. (3.4)

Figure 3.2 shows the plot of τt and ωt. We can see from the plot
that τt is a monotonic function of t and is similar to the identity
mapping, and the scaling factor ωt lies in interval [1/

√
2, 1]. Hence,

the transform between vt and v′t is relatively smooth.

Relations of Other Quantities

In the following, we demonstrate how other quantities, such as marginal
densities and score functions, can be converted between affine interpola-
tions. Their transformations are simpler than those between vt and v′t, and
they can sometimes be used to simplify derivations.

Theorem 4. Assume the conditions in Lemma 4. Let ρt be the density
function of Xt, and x̂1|t(x) = E[X1 | Xt = x] and x̂0|t(x) = E[X0 |
Xt = x] the expected target and noise. Let ρ′t, x̂

′
1|t, x̂

′
0|t be the
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analogous quantities of X ′
t. Let d be the dimension of Xt. We have

Density Function: ρ′t(x) = (ωt)
dρτt(ωtx),

Score Function: ∇ log ρ′t(x) = ωt∇ log ρτt(ωtx),

Expected X0, X1: x̂′1|t(x) = x̂1|τt(ωtx), x̂′0|t(x) = x̂0|τt(ωtx).

Proof. The result on ρt and ρ′t directly follows from the change-of-
variables formula for transform X ′

t = ωt
−1Xτt . For x̂1|t, we have

x̂′1|t(x) = E [X ′
1 | X ′

t = x]

= E
[
1

ω1
Xτ1 | 1

ωt
Xτt = x

]
= E [X1 | Xτt = ωtx]

= x̂1|τt(ωtx),

where we used X1 = 1
ω1
Xτ1 . The result for x̂0|t follows similarly.

There are some quantities that are invariant if we transform the process
together with the time.

Proposition 2. Let {Xt} and {X ′
t} be the two affine interpolations

satisfying the conditions in Lemma 4, and let t = τ(t′). We have

α′
t′

β′
t′

=
αt

βt
,

X ′
t′

α′
t′

=
Xt

αt
,

X ′
t′

β′
t′

=
Xt

βt
,

and

x̂′1|t′(X
′
t′) = x̂1|t(Xt), x̂′0|t′(X

′
t′) = x̂0|t(Xt).

Proof. α′
t′

β′
t′

= αt

βt
is directly from (3.1). From X ′

t′ =
1

ωt′
Xt and ωt′ =

αt

α′
t′

= βt

β′
t′

, we have

X ′
t′ =

α′
t′

αt
Xt =

β′
t′

βt
Xt.

The proves that X′
t′

α′
t′

= Xt

αt
, and X′

t′
β′
t′

= Xt

βt
.

Finally, we have x̂′1|t′(X
′
t′) = x̂1|t(ωt′X

′
t′) = x̂1|t(Xt), and the

same holds for x̂′0|t(X
′
t′).

Practical Implications

Despite the theoretical equivalences discussed above, using different inter-
polation methods can still have practical impacts on performance due to
the following reasons:

1) Training: Training with different interpolation schemes effectively
applies different time-weighting to the training loss and results in a differ-
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ent parameterization of the model.
2) Inference: Although different interpolation methods yield the same

rectified coupling (Z0, Z1), their flows have different trajectories {Zt} and
are subject to different discretization errors during inference, especially
when large step sizes are used.

Straighter trajectories of {Zt} are generally preferred. Thanks to the
transformation relations outlined above, it is possible to convert the inter-
polation scheme of a pre-trained model without retraining, allowing one
to identify the scheme that yields straighter trajectories of {Zt}.

3.3 Implications on Loss Functions

Assume that we have trained a model v̂t for the RF velocity field vt under
an affine interpolation. Using the formulas from the previous section, we
can convert it to an approximation v̂′t for the RF velocity v′t corresponding
to a different interpolation scheme at the post-training phase. This raises
the question of what properties the converted model v̂′t may have compared
to the models trained directly on the same interpolation, and whether it
suffers from performance degradation due to the conversion.

This section investigates this question. We show that the effect of
using different affine interpolation schemes during training is equivalent
to applying different time-weighting in the loss, and an affine transform on
the parametric model. Unless ωt and τt are highly singular, the conversion
does not necessarily degrade performance.

Specifically, assume we have trained a parametric model vt(x; θ) to
approximate the RF velocity vt of interpolation Xt = αtX1 + βtX0, using
the mean square loss:

L(θ) =

∫ 1

0

E
[
ηt

∥∥∥Ẋt − vt(Xt; θ)
∥∥∥2] dt. (3.5)

After training, we may convert the obtained model vt(x; θ) to an approxi-
mation of v′t of a different interpolation X ′

t = αtX1 + βtX0 via

v′t(x; θ) =
τ̇t
ωt
vτt(ωtx; θ)−

ω̇t

ωt
x, (3.6)

with ω and τ defined in (3.1).
On the other hand, if we train v′t(x; θ) directly to approximate v′t of

interpolation X ′
t = α′

tX1 + β′
tX0, the loss function with a time weight η′ is

L′(θ) =

∫ 1

0

E
[
η′t

∥∥∥Ẋ ′
t − v′t(X

′
t; θ)

∥∥∥2] dt. (3.7)
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Plugging (3.6) and Xτt = ωX ′
t, and Ẋ ′

t =
1
ωt

(
τ̇tẊτt − ω̇tX

′
t

)
, we have

L′(θ) =

∫ 1

0

E
[
η′t

∥∥∥Ẋ ′
t − v′t(X

′
t; θ)

∥∥∥2]dt
=

∫ 1

0

E

[
η′t

∥∥∥∥ τ̇tωt

(
Ẋτt − vτt(Xτt ; θ)

)∥∥∥∥2
]
dt

=

∫ 1

0

E
[
η′t
τ̇t

2

ωt
2

∥∥∥Ẋτt − vτt(Xτt ; θ)
∥∥∥2] dt

=

∫ 1

0

E
[
η′t
τ̇t
ωt

2

∥∥∥Ẋτt − vτt(Xτt ; θ)
∥∥∥2] dτt //dτt = τ̇tdt

=

∫ 1

0

E
[
η′tτ

τ̇(tτ )

ω(tτ )2

∥∥∥Ẋτ − vτ (Xτ ; θ)
∥∥∥2]dτ. //rename τt to τ

where we denote tτ as the inverse of the map τt. To match the loss in (3.5),
we should set η′tτ

τ̇(tτ )
ω(tτ )2

= ητ , which gives

η′t =
ω2
t

τ̇t
ητt .

Proposition 3. Training vt(x; θ) with the loss in (3.5) is equivalent to
training v′t(x; θ) with the loss in (3.5), but with the following time-
weighting and parameterization:

η′t =
ω2
t

τ̇t
ητt , v′t(x; θ) =

τ̇t
ωt
vτt(ωtx; θ)−

ω̇t

ωt
x. (3.8)

Remark 17. Notably, since the loss functions are equivalent, the equiva-
lence described above holds even when the models are approximately
optimized using gradient-based optimizers, as is common in prac-
tice, provided that the random seeds for initialization and mini-batch
sampling are matched exactly.

Example 7 (Loss from Straight to Affine). Consider the straight interpo-
lation Xt = tX1 + (1− t)X0 with αt = t and βt = 1− t, and another
affine interpolation X ′

t = α′
tX1 + β′

tX0. Assume we train the vt for
Xt with time weight ηt, then v′t converted from vt is equivalent to be
trained with the reparametrization in (3.3), and time weight

η′t =
ωt

2

τ̇t
ητt =

1

α̇′
tβ

′
t − α′

tβ̇
′
t

ητt ,

where we used ωt = 1
α′

t+β′
t
, τt =

α′
t

α′
t+β′

t
,, and τ̇t =

α̇′
tβ

′
t−α′

tβ̇
′
t

(α′
t+β′

t)
2 from

Example 5.

Example 8 (Losses of Straight vs Spherical). Continuing from Example 7,
interesting cases occur when

α̇′
tβ

′
t − αtβ̇

′
t = const,
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in which case we have η′t ∝ ητt . For instance, this holds for spherical
interpolation X ′

t = sin(π2 t)X1 + cos(π2 t)X0, which has

α̇′
tβ

′
t − αtβ̇

′
t =

π

2
,

and hence

η′t =
2

π
ητt , where τt = tan(

π

2
t)/(tan(

π

2
t) + 1).

This can be also seen by noting that τ̇t = π
2ωt

2 in Example 6.
Therefore, using the straight and spherical interpolations corre-

sponds to using equivalent time weights in the training loss, up to the
time scaling with τt.

In particular, training vt with straight interpolation using a uniform
weight ηt = 1 is equivalent to training v′t with spherical interpolation,
also using a uniform weight η′t = 1. In this case, the only difference
lies in the model parameterization.

From Equation (3.4), the model reparameterization is

v′t(x, θ) =
πωt

2

(
vτt(ωtx, θ) +

(
cos(

π

2
t)− sin(

π

2
t)
)
x
)
.

Given that the variable scaling factor ωt = (sin(π2 t) + cos(π2 t))
−1 is

bounded in [1/
√
2, 1] (see Example 6 and Figure 3.2), This reparam-

eteriztation may not impact the performance significantly. Overall,
the choice of using straight or spherical might have limited impact in
terms of the training performance.

3.4 Equivariance of Natural Euler Samplers

The Euler method can be seen as a piecewise linear approximation of the
ODE trajectory, where the curve is locally approximated using straight lines
tangent to the curve. This local straight-line approximation is a natural
choice for rectified flows induced by straight interpolation. However, if
the rectified flow is induced by a curved interpolation scheme, it may be
more appropriate to use curves derived from the underlying interpolation
scheme as the local approximation.

We refer to such approximation schemes as natural Euler samplers, as
they are similar to natural gradient descent in terms of the invariance of
trajectories under re-parameterizations. Popular methods that employ
curved interpolations, such as DDIM, DDPM, EDM, and DMP solvers, all
utilize natural Euler samplers.

In this section, we first introduce the concept of natural Euler samplers
and then establishe that the trajectories of natural Euler samplers are
equivariant for pointwise transformable interpolations:

When two interpolation processes are pointwise transformable, the tra-
jectories of their corresponding natural Euler samplers are also pointwise
transformable under the same maps, provided their time grids are mapped
using the corresponding time-scaling function τt.

This result implies that, when natural Euler samplers are used, em-
ploying different affine interpolations corresponds to using different time
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grids.

3.4.1 Natural Euler Samplers

Let Xt = It(X0, X1) be an interpolation process whose RF velocity field is
vt. Recall that in the vanilla Euler method, the trajectories of the flow are
approximated on a time grid {ti}i via

ẑti+1
= ẑti + (ti+1 − ti) vt(ẑti),

where the solution is locally approximated by the straight line tangent to
the rectified flow curve at the point ẑti .

In a curved Euler method with an interpolation scheme It, we replace
the straight line with an interpolation curve that is tangent at ẑti . The
update rule becomes

ẑti+1 = Iti+1(x̂0|ti , x̂1|ti),

where x̂0|ti and x̂1|ti are determined by solving

ẑti = Iti(x̂0|ti , x̂1|ti), vti(ẑti) = ∂tiIt(x̂0|ti , x̂1|ti). (3.9)

This identifies the endpoints x̂0|ti and x̂1|ti of the interpolation curve that
passes through the point ẑti with slope ∂ẑti = vti(ẑti) at time ti, ensuring
that the interpolation curve is tangent to the rectified flow at ẑti at time
ti. We assume that the solution of Equation (3.9) exists and is unique. For
affine interpolation, it admits a simple closed-form solution.

Figure 3.3: Vanilla Euler solver yields piecewise linear approximation,while curved Euler
solvers yield piecewise curved approximation.

The curved Euler method defines a general family of numerical methods
for solving ODEs. When the step size approaches zero, and provided that
the interpolation is differentiable, the approximation converges to the
ODE trajectory, as in the case of the vanilla Euler method. The idea is to
employ a better interpolation scheme that better approximates the true
ODE trajectories.

For rectified flows, it is natural to use the interpolation scheme used
to construct the flow itself. In this context, we refer to the method as the
natural Euler method.

Definition 7. For the rectified flow ODE induced by an interpolation
Xt = It(X0, X1), its natural Euler sampler is the curved Euler sampler
that employs the same interpolation It.
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Example 9. For affine interpolation Xt = αtX1 + βtX0, solving (3.9)
yields

x̂0|t(ẑt) =
−αtvt(ẑt) + α̇tẑt

α̇tβt − αtβ̇t
, x̂1|t(ẑt) =

βtvt(ẑt)− β̇tẑt

α̇tβt − αtβ̇t
.

Hence, the update from ti = t and ti+1 = t+ ε is

ẑt+ε = αt+εx̂1|t(ẑt) + βt+εx̂0|t(ẑt)

= αt+ε
βtvt(ẑt)− β̇tẑt

α̇tβt − αtβ̇t
+ βt+ε

−αtvt(ẑt) + α̇tẑt

α̇tβt − αtβ̇t

=
α̇tβt+ε − αt+εβ̇t

α̇tβt − αtβ̇t
ẑt +

αt+εβt − αtβt+ε

α̇tβt − αtβ̇t
vt(ẑt).

For straight interpolation Xt = tX1 + (1− t)X0, this reduces to the
standard Euler scheme. In general cases, however, it is a different
update that is nonlinear on the step size ε.

For the spherical interpolation Xt = sin(π2 t)X1 + cos(π2 t)X0, the
update reduces to

ẑt+ε = cos(π2 ε)ẑt +
2
π sin(π2 ε)vt(ẑt).

where we used the trigonometric identities:

α̇tβt′ − αt′ β̇t =
π
2 (cos

(
π
2 t
)
cos
(
π
2 t

′)+ sin
(
π
2 t

′) sin (π2 t)) = π
2 cos

(
π
2 (t

′ − t)
)
,

αt′βt − αtβt′ = sin
(
π
2 t

′) cos (π2 t)− sin
(
π
2 t
)
cos
(
π
2 t

′) = sin
(
π
2 (t

′ − t)
)
,

α̇tβt − αtβ̇t =
π
2 cos2

(
π
2 t
)
+ π

2 sin2
(
π
2 t
)
= π

2 .

Remark 18. The discretized inference scheme of DDIM is an instance
of natural Euler sampler. To see this, note that the inference up-
date of DDIM is written in terms of the expected noise x̂0|t(x) =

E [X0|Xt = x]. Hence, we write the update of ẑt in terms of x̂0|t(x):

ẑt+ε = αt+εx̂1|t(ẑt) + βt+εx̂0|t(ẑt)

∗
= αt+ε

(
ẑt − βtx̂0|t(ẑt)

αt

)
+ βt+εx̂0|t(ẑt)

=
αt+ε

αt
ẑt +

(
βt+ε −

αt+εβt
αt

)
x̂0|t(ẑt)

where in ∗
= we used αtx̂1|t(ẑt) + βtx̂0|t(ẑt) = ẑt. We can slightly

rewrite the update as

ẑt+ε

αt+ε
=
ẑt
αt

+

(
βt+ε

αt+ε
− βt
αt

)
x̂0|t(ẑt), (3.10)

which matches the DDIM update in Equation 13 of Song et al. [2020a].
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3.4.2 Equivalence of Natural Euler Trajectories

We show that the trajectories of natural Euler samplers are equivariant
under point-wise transforms. Let {Xt} and {X ′

t} be two interpolation
processes that are point-wisely transformable via X ′

t = ϕt(Xτt), and let
{ẑti}i and {ẑ′t′i}i be the trajectories returned by the natural Euler method
of the rectified flow under each interpolation on time grid {ti} and {t′i},
respectively. Assume that time grids satisfies τ(t′i) = ti for ∀i, and ẑ′t′0 =

ϕ(ẑτ(t′0)). Then, we can show

ẑ′t′i = ϕt′i(ẑti), ∀i = 0, 1, . . . . (3.11)

Moreover, if X1 = X ′
1 and τ(1) = 1, and the time grid ends at ti = t′i = 1,

then ẑ′1 = ẑ1, that is, they provide the same final output, even though the
intermediate trajectories can be different.

In particular, applying natural Euler method on an affine interpolation
X ′

t on uniform time grid t′i =
i
n is equivalent to applying standard Euler

method on the straight interpolation with on a non-uniform time grid
ti = τ( i

n ).
Note that this strengthens the equivariance result of the RF ODEs in

Theorem 2, which arises as the infinitesimal step size limit of the natural
Euler trajectories.

Let {X ′
t} = Transform({Xt}) denote the pointwise transform, and

Ẑ = NaturalEulerRF({Xt}) the mapping from {Xt} to the discretized
natural Euler trajectories. The result is the following equivariant property:

NaturalEulerRF(Transform({Xt})) = Transform(NaturalEulerRF({Xt})).

Example 10 (Equivalence of Straight Euler and DDIM). From Example 5,
The pointwise transform from straight interpolation Xt = tX1 + (1−
t)X0 to a general affine interpolation X ′

t = α′
tX1 + β′

tX0 is

X ′
t =

1

ωt
Xτt , with τt =

α′
t

α′
t + β′

t

, ωt =
1

α′
t + β′

t

. (3.12)

The vanilla Euler method under the straight interpolation is

ẑti+1
= ẑti + (ti+1 − ti)vti(ẑti). (3.13)

As predicted by the theory, transforming the trajectories in (3.13)
with the mapping in (3.12) would yield the natural Euler trajectories
of X ′

t = α′
tX1 + β′

tX0, which coincides with the DDIM inference (see
Remark 18), on time grid {t′i} that solves the equation:

ti =
α′
t′i

α′
t′i
+ β′

t′i

. (3.14)

Conversely, if we run natural Euler sampler of X ′
t = α′

tX1 + β′
tX0

with a uniform time grid t′i = i
n , then it corresponds to running
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vanilla Euler of straight interpolation with a non-uniform time grid

ti =
α′

i/n

α′
i/n

+β′
i/n

.

Proof. As a (tedious) exercise, let us manually apply the pointwise
transform in (3.12) to the straight Euler trajectory in (3.13), and
show that it coincides with the natural Euler samplers corresponding
to DDIM in Remark 18.

First, we rewrite the straight Euler update w.r.t. the predicted
noise x̂0|t(x) = E [X0|Xt = x]:

ẑti+1 = ẑti + (ti+1 − ti)vti(ẑti) =
ti+1

ti
ẑti −

ti+1 − ti
ti

x̂0|t(ẑti),

(3.15)

where we used vt(x) = (x − x̂0|t(x))/t. Our goal is to show that
applying the transform ẑ′t′i

= 1
ωt′

i

ẑti with ti = τ(t′i) to (3.15) yields

ẑ′t′i+1

α′
t′i+1

=
ẑ′t′i
α′
t′i

+

(
β′
t′i+1

α′
t′i+1

−
β′
t′i

α′
t′i

)
x̂′0|t′i

(z′t′i), (3.16)

which coincides with the DDIM inference update in (3.10).
To do so, applying the transform ẑ′t′i

= 1
ωt′

i

ẑti and ẑ′t′i+1
= 1

ωt′
i+1

ẑti+1

to (3.15) yields

ẑ′t′i+1
=

1

ωt′i+1

ẑti+1

=
1

ωt′i+1

(
ti+1

ti
ẑti −

ti+1 − ti
ti

x̂0|ti(ẑti)

)
=

ωt′i

ωt′i+1

ti+1

ti
ẑ′t′i −

1

ωt′i+1

ti+1 − ti
ti

x̂0|ti(ωt′i
ẑ′t′i)

=
ωt′i

ωt′i+1

ti+1

ti
ẑ′t′i −

1

ωt′i+1

ti+1 − ti
ti

x̂0|t′i(ẑ
′
t′i
),

where we used x̂0|ti(ωt′i
z′t′i

) = x̂′0|t′i
(z′t′i

) by Theorem 4.
We just need to clean up the coefficients. By (3.12) and (3.14),

we have ti = α′
t′i
ωt′i

, and hence

ωti

ωt′i+1

ti+1

ti
=
α′
t′i+1

α′
t′i

.
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1

ωt′i+1

ti+1 − ti
ti

= (α′
t′i+1

+ β′
t′i+1

)

α′
t′
i+1

α′
t′
i+1

+β′
t′
i+1

−
α′

t′
i

α′
t′
i
+β′

t′
i

α′
t′
i

α′
t′
i
+β′

t′
i

=
α′
t′i+1

β′
t′i
− α′

t′i
β′
t′i+1

α′
t′i

= α′
t′i+1

(
β′
t′i

α′
t′i

−
β′
t′i+1

α′
t′i+1

)
.

Rearranging the terms yields (3.16).

Proofs

In the following, we prove the general equivariance results of natural Euler
samplers in (3.11).

Definition 8. A function I : [0, 1]×Rd×Rd → Rd, denoted as It(x0, x1),
is said to be an interpolation, or interpolation function, if it satisfies
I0(x0, x1) = x0 and I1(x0, x1) = x1 for any x0, x1 ∈ Rd.

An interpolation I is said to be invertible if, for any x ∈ Rd, v ∈ Rd,
and t0 ∈ [0, 1], there exists a unique interpolation curve xt = It(x̂0, x̂1)

that passes through the point xt0 = x with slope ẋt0 = v.
In other words, there exists a unique solution for x̂0 and x̂1 such

that
x = It0(x̂0, x̂1), v = ∂tIt(x̂0, x̂1)

∣∣
t=t0

.

With an abuse of notation, we write xt = It(xt0 = x, ẋt0 = v).

Theorem 5. 1) Let {Xt} and {X ′
t} be two interpolation processes

constructed from the same coupling via

Xt = It(X0, X1), X ′
t = I′t(X0, X1),

where I and I′ are two invertible interpolations. Let vt, v′t be the RF
velocity fields of {Xt} and {X ′

t}, respectively.
2) Assume I and I′ are point-wisely transformable via

I′t(x0, x1) = ϕt(Iτt(x0, x1)), ∀t ∈ [0, 1], x0, x1 ∈ Rd,

where ϕt(x) and τt = τ(t) are differentiable functions and ϕt is
invertible for ∀t ∈ [0, 1].

3) Let {ẑti}i and {ẑ′t′i}i be the trajectories returned by the natural
Euler method of the rectified flow under each interpolation on time
grid {ti} and {t′i}, respectively.

Assume that the time grids satisfy τ(t′i) = ti for all i, and that the
initial condition satisfies ẑ′t′0 = ϕt′0(ẑt0). Then, the two trajectories can
be pointwise mapped via:

ẑ′t′i = ϕt′i(ẑti), ∀i = 0, 1, . . . .
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Proof. Assume that ẑ′t′i = ϕt′i(ẑti) holds, we just need to prove that
ẑ′t′i+1

= ϕt′i+1
(zti+1

) for the next time point. Note that the next points
are fetched on the interpolation curve that is tangent to the rectified
flow curves at the current time point:

ẑti+1
= Iti+1

(zti = ẑti , żti = vt(ẑti)),

ẑ′t′i+1
= It′i+1

(z′t′i = ẑ′t′i , ż
′
t′i
= v′t(ẑ

′
t′i
)),

where we have z′t′i = ϕt′i(zti) and ti = τ(t′i). Following Lemma 5, we
have z′t′i+1

= ϕt′i+1
(zti+1

).

Lemma 5. 1) Let {Xt} and {X ′
t} be two interpolation processes con-

structed from the same coupling via

Xt = It(X0, X1), X ′
t = I′t(X0, X1),

where I and I′ are two invertible interpolations. Let vt, v′t be the RF
velocity fields of {Xt} and {X ′

t}, respectively.
2) Assume I and I′ are point-wisely transformable via

I′t(x0, x1) = ϕt(Iτt(x0, x1)), ∀t ∈ [0, 1], x0, x1 ∈ Rd,

where ϕt(x) and τt = τ(t) are differentiable functions and ϕt is
invertible for ∀t ∈ [0, 1].

3) Let d
dtzt = vt(zt) be a trajectory of RF of {Xt} and {yt} the

interpolation curve that is tangent to {zt} at time t0. Similarly, let
d
dtz

′
t = v′t(z

′
t) be a trajectory of RF of {X ′

t}, and {y′t} the interpolation
curve that is tangent to {z′t} at time t′0. In other words:

yt = It(yt0 = zt0 , ẏt0 = vt(zt0))

y′t = It(y
′
t0 = z′t′0 , ẏ

′
t′0

= v′t(z
′
t′0
)).

We assume that z′0 = ϕ0(zτ0) and τ(t′0) = t0.

Then {yt} and {y′t} can be mapped point-wisely via

y′t = ϕt(yτt), ∀t ∈ [0, 1].

Proof. To prove the result, we define {y′t} by the mapping y′t = ϕt(yτt),
and then we have:

1) {y′t} and {z′t} are tangent at time t′0. This follows Lemma 6
because {yt} and {zt} are tangent at t0 = τ(t′0), and y′t = ϕt(yτt), and
z′t = ϕt(zτt) (following Theorem 2).

2) {y′t} is an interpolation curve under interpolation I ′. This is
because

y′t = ϕt(Iτt(y0, y1))

= I′t(y0, y1).

This shows that {y′t} is an interpolation curve that is tangent to {z′t}

CHAPTER 3. INTERPOLATIONS AND EQUIVARIANCE 41



at t′0, which is unique because the interpolation I′ is invertible. The
proves the result.

Lemma 6. Let {xt} and {yt} are be time-differentiable curves that are
tangent at a time point t0, that is,

xt0 = yt0 , ẋt0 = ẏt0 .

Assume the x′t = ϕt(xτt) and y′t = ϕt(yτt), where ϕ : [0, 1]× Rd → Rd

and τ : [0, 1] → [0, 1] are differentiable maps.
Then {x′t} and {y′t} are tangent at time t′0, that is,

x′t′0 = y′t′0 , ẋ′t′0 = ẏ′t′0 ,

where t′0 satisfies τ(t′0) = t0.

Remark 19. In other words, when x′t = ϕt(xτt), there exists a function
F , such that ẋ′t = F (xτt , ẋτt), so that ẋ′t is completely determined by
xτ and ẋτt .

Proof. Obviously, we have x′t′0 = y′t′0
by definition. For the slope, taking

derivative of x′t and y′t:

ẋ′t = ∂tϕt(xτt) +∇ϕt(xτt)τ̇tẋτt , ẏ′t = ∂tϕt(yτt) +∇ϕt(yτt)τ̇tẏτt .

Plugging t = t′0 and τt = τ(t′0) = t0, we get

ẋ′t′0 = ∂tϕt′0(xt0) +∇ϕt′0(xt0)τ̇(t
′
0)ẋt0 ,

ẏ′t′0 = ∂tϕt′0(yt0) +∇ϕt′0(yt0)τ̇(t
′
0)ẏt0 .

Hence, xt0 = yt0 and ẋt0 = ẏt0 imply that ẋ′t′0 = ẏ′t′0
.

3.5 Stochastic Smooth Interpolations

Although we have focused on deterministic interpolation processes Xt =

It(X0, X1) in which Xt is deteministic given (X0, X1), the same algorithm
extends naturally to stochastic interpolations of form

Xt = It(X0, X1, ω), ω ∼ πξ,

where Xt depends on an extra random variable ω. It should still satisfy the
correct boundary condition Xi = Ii(X0, X1, ω) for i ∈ {0, 1}.

Assume the trajectory-wise time derivative Ẋt = ∂tIt(X0, X1, ω), then

the rectified flow dZt = vt(Zt)dt is defined as vt(x) = E
[
Ẋt | Xt = x

]
as

usual, which solves

min
µ

∫ 1

0

E
[
∥∂tIt(X0, X1, ω)− µt(It(X0, X1, ω), t)∥2

]
dt.

A natural example of this is the following randomized affine interpolation:

Xt = αtX1 + βtX0 + γtξ, (3.17)
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where ξ is an independent noise, and αt, βt, γt are differentiable time
sequences satisfying α0 = 1− α1 = β1 = 1− β0 = γ0 = γ1 = 0. It yields a
loss of form

min
µ

∫ 1

0

E
[∥∥∥α̇tX1 + β̇tX0 + γ̇tξ − µt(Xt, t)

∥∥∥2] dt.
It introduces the extra flexibility of choosing γt and the distribution of ξ
beyond the standard affine interpolation.

The question is, however, when and how stochastic interpolations are
useful beyond deterministic interpolations. We have the following results:

For a time-differential process {Xt}, one can de-randomize it into
a deterministic interpolation Xd

t = Idt (X0, X1), satisfying Ẋd
t =

E
[
Ẋt | Xt, X1

]
, such that

1. {Xt} and {Xd
t } share the same marginal distributions: Law(Xt) =

Law(Xd), ∀t ∈ [0, 1].

2. They yield the same rectified flow, that is,

Rectify({Xd
t }) = Rectify({Xt}).

3. RF loss of {Xd
t } yields a Rao–Blackwellization of the RF loss of

{Xt}, and hence has smaller variance.

This suggests that there is no motivation to use a stochastic interpola-
tion if we can use its de-randomized interpolation. In particular, for the
randomized affine interpolation in (3.17), when (X0, X1, ξ) are mutually
independent, and X0, ξ ∼ Normal(0, I), as the case of 1-rectified flow, the
de-randomized interpolation is an affine interpolation Xt = αd

tX1 + βdtX0,
where αd

t , β
d
t are determined by αt, βt, γt. In this case, there may be no

clear motivation to use the randomized interpolation (3.17).
On the other hand, when it is computationally intractable to calculate

the slope Ẋd
t = E

[
Ẋt|Xt, X1

]
of the de-randomized interpolation, it may

still be useful to employ randomized interpolations. This is especially true
when (X0, X1) does not form an independent coupling, as in the case of
the reflow step. In such scenarios, introducing randomness enables greater
flexibility in the algorithm design space and may induce better regularity
conditions on the resulting rectified flow.

3.5.1 De-randomized Interpolation

Let {Xt} be a time-differentiable stochastic process that corresponds to a
randomized interpolation, Its de-randomized interpolation {Xd

t } can be
constructed as the rectified flow of the conditioned process {Xt} | X1.

Definition 9. {Xd
t } is said to be the X1-conditioned rectified flow of

{Xt} if (Xd
0 , X

d
1) = (X0, X1), and conditioned on (Xd

0 , X
d
1) = (x0, x1),
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the path Xd
t for t ∈ [0, 1] follows the ODE:

d

dt
Xd

t = v
X|X1

t (Xd
t | x1), Xd

0 = x0, (3.18)

where
v
X|X1

t (xt | x1) = E
[
Ẋt | Xt = xt, X1 = x1

]
.

We assume the solutions of the ODEs exist and are unique.

Proposition 4. Assume {Xd
t } is the X1-conditioned rectified flow of

{Xt}. We have

1. {Xt} and {Xd
t } share the same marginal distributions:

Law(Xt) = Law(Xd), ∀t ∈ [0, 1].

2. They yield the same rectified flow, that is,

Rectify({Xd
t }) = Rectify({Xt}).

3. It is easier to predict Ẋd
t from Xd

t than Ẋt from Xt:

Cov(Ẋd
t | Xd

t ) = Cov(Ẋt | Xt)− E
[
Cov(Ẋt|Xt, X1)

]
⪯ Cov(Ẋt | Xt).

Proof. 1) From the definition, (X0, X1) = (Xd
0 , X

d
1), and the condi-

tioned process Xd
t |X1 = x1 is the rectified flow of the conditioned pro-

cess Xt|X1 = x1. Therefore, the conditional marginal distribution of

Xd
t |X1 = x1 equals that of Xt|X1 = x1. Hence, (Xd

t , X
d
1)

law
= (Xt, X1).

2) Because Xd
t |X1 = x1 is the rectified flow of Xt|X1 = x1, we

have

E
[
Ẋd

t | Xd
t = xt, X1 = x1

]
= E

[
Ẋt | Xt = xt, X1 = x1

]
, ∀xt, x1.

Marginalizing x1 out:

E
[
Ẋd

t | Xd
t

]
= E

[
Ẋt | Xt

]
.

This suggests that {Xd
t } shares the same rectified flow as {Xt}.

3) For the conditional variance, we have

Cov(Ẋd
t | Xd

t ) = Cov(v
Xt|X1

t (Xd
t , X1) | Xd

t ) //by (3.18)

= Cov(v
Xt|X1

t (Xt, X1) | Xt) //(Xd
t , X1)

law
= (Xt, X1)

= Cov
(
E
[
Ẋt | Xt, X1

]
| Xt

)
= Cov(Ẋt | Xt)− E

[
Cov(Ẋt | Xt, X1)

]
⪯ Cov(Ẋt | Xt),
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where we use the law of total variance.

3.5.2 De-randomizing Affine Interpolations

Lemma 7. Assume Xt = αtX1 + βtX0 + γtξ, where (X0, X1, ξ) are
mutually independent and X0, ξ ∼ Normal(0, I). The de-randomized
interpolation {Xd

t } of {Xt} satisfies

Xd
t = αd

tX1 + βdtX0,

where αd
t , β

d
t satisfies

α̇d
t −

β̇dt
βdt
αd
t = α̇t −

β̇t
βt
αt −

(
γ̇t −

β̇t
βt
γt

)
γt(β

2
t + γ2t )

−1αt,

β̇dt
βdt

=
β̇t
βt

+

(
γ̇t −

β̇t
βt
γt

)
γt(β

2
t + γ2t )

−1.

Lemma 8. Assume {Xt} satisfies Xt = αtX1 + βtX0 + γtξ, where
αt, βt, γt are time-differential sequences. Define

ξ̂
X|Xt

t (xt | x1) = E [ξ | Xt = xt, X1 = x1] .

1) We have

v
X|X1

t (xt | x1) =

(
α̇t −

β̇t
βt
αt

)
x1 +

β̇t
βt
xt +

(
γ̇t −

β̇t
βt
γt

)
ξ̂
X|Xt

t (xt | x1).

2) Further, assume ξ ∼ Normal(0, I), and (X0, X1) ⊥⊥ ξ. Let ρt be
the density function of Xt. We have

ξ̂
X|Xt

t (xt | x1) = −γt∇ log ρXt|X1
(xt|x1).

3) Further, assume X0 ⊥⊥ X1 and X0 ∼ Normal(µ0,Σ0). Then

ξ̂
X|Xt

t (xt | x1) = γtΣ
−1
t (xt − µt(x1)),

where µt(x1) = αtx1 + βtµ0, and Σt = β2
tΣ0 + γ2t I.

4) Further, assume µ0 = 0 and Σ0 = I. We have

v
X|X1

t (xt | x1) = adtx1 + bdtxt.

where

adt = α̇t −
β̇t
βt
αt −

(
γ̇t −

β̇t
βt
γt

)
γt(β

2
t + γ2t )

−1αt,

bdt =
β̇t
βt

+

(
γ̇t −

β̇t
βt
γt

)
γt(β

2
t + γ2t )

−1.
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Hence, Xd
t satisfies

Xd
t = αd

tX1 + βdtX0,

where αd
t and βdt should satisfy

α̇d
t −

β̇dt
βdt
αd
t = α̇t −

β̇t
βt
αt −

(
γ̇t −

β̇t
βt
γt

)
γt(β

2
t + γ2t )

−1αt

β̇dt
βdt

=
β̇t
βt

+

(
γ̇t −

β̇t
βt
γt

)
γt(β

2
t + γ2t )

−1.

Proof. For 1), we have

v
X|X1

t (xt | x1) := E
[
Ẋt | Xt = xt, X1 = x1

]
= E

[
α̇tX1 + β̇tX0 + γ̇tξ | Xt = xt, X1 = x1

]
= E

[
α̇tx1 + β̇t

(
xt − αtx1 − γtξ

βt

)
+ γ̇tξ | Xt = xt, X1 = x1

]
=

(
α̇t −

β̇t
βt
αt

)
x1 +

β̇t
βt
xt +

(
γ̇t −

β̇t
βt
γt

)
E [ξ | Xt = xt, X1 = x1] .

For 2), using the generalized Tweedie’s formula in Theorem 6, we
have

∇ log ρXt|X1
(xt | x1) = γ−1

t E [∇ξ log ρξ(ξ) | Xt = xt, X1 = x1] .

The results follow given that ∇ log ρξ(ξ) = −ξ.
For 3), we just use 2) and note thatXt |X1 = x1 ∼ Normal(µt(x1),Σt).
For 4), the form of vX|X)t

t is obtained by combining the results
above.

3.6 Affine Interpolation Identities

In many derivations and algorithms, it is often necessary to solve equations
related to interpolation functions. For instance, given Xt and Ẋt, we
often need to to find X0 and X1 that satisfy Xt = It(X0, X1) and Ẋt =

İt(X0, X1).
For affine interpolations, this problem reduces to solving a simple

2× 2 linear system, which yields a closed-form solution. Additionally, the
conditional expectation counterparts, x̂i|t(Xt) = E[Xi | Xt] and vt(Xt) =

E[Ẋt | Xt], satisfy the same relations due to the linearity of expectation.
For convenience, we collect these formulas here for easy reference.
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Lemma 9. Let Xt = αtX1 + βtX0, and Ẋt = α̇tX1 + β̇tX0, and

RF velocity field : vt(x) = E
[
Ẋt | Xt = x

]
Expected noise X0 : x̂0|t(x) = E [X1 | Xt = x]

Expected target X1 : x̂1|t(x) = E [X1 | Xt = x] .

We have

vt(x) =
α̇t

αt
x− βt(

α̇t

αt
− β̇t
βt

)x̂0|t(x),

vt(x) =
β̇t
βt
x+ αt(

α̇t

αt
− β̇t
βt

)x̂1|t(x),

and

x̂0|t(x) =
−α̇tx+ αtvt(x)

αtβ̇t − α̇tβt
= − 1

βt

(
α̇t

αt
− β̇t
βt

)−1(
vt(x)−

α̇t

αt
x

)
,

x̂1|t(x) =
β̇tx− βtvt(x)

αtβ̇t − α̇tβt
=

1

αt

(
α̇t

αt
− β̇t
βt

)−1(
vt(x)−

β̇t
βt
x

)
,

and

x̂1|t(x) =
x− βtx̂0|t(x)

αt
, x̂0|t(x) =

x− αtx̂1|t(x)

βt
.

Proof.

vt(x) = E
[
Ẋt | Xt = x

]
= E

[
α̇tX1 + β̇tX0 | Xt = x

]
= E

[
α̇tX1 + β̇t

(Xt − αtX1)

βt
| Xt = x

]
=
β̇t
βt
x+ αt(

α̇t

αt
− β̇t
βt

)x̂1|t(x).

The other relations are derived similarly using the relations in Lemma 10.

Lemma 10. Let Xt = αtX1 + βtX0, and Ẋt = α̇tX1 + β̇tX0, then
1) X0, X1 from Xt, Ẋt:

X1 =
β̇tXt − βtẊt

αtβ̇t − α̇tβt
=

1

αt

(
α̇t

αt
− β̇t
βt

)−1(
Ẋt −

β̇t
βt
Xt

)
,

X0 =
−α̇tXt + αtẊt

αtβ̇t − α̇tβt
= − 1

βt

(
α̇t

αt
− β̇t
βt

)−1(
Ẋt −

α̇t

αt
Xt

)
.
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2) Ẋt from Xt, X0 (or X1):

Ẋt =
α̇t

αt
Xt − βt(

α̇t

αt
− β̇t
βt

)X0,

Ẋt =
β̇t
βt
Xt + αt(

α̇t

αt
− β̇t
βt

)X1.

3) Xt from Ẋt and X0 (or X1):

Xt =
αt

α̇t

(
Ẋt + βt(

α̇t

αt
− β̇t
βt

)X0

)
,

Xt =
βt

β̇t

(
Ẋt − αt(

α̇t

αt
− β̇t
βt

)X1

)
.

4) X0 (resp. X1) from Xt and X1 (resp. X0):

X1 =
Xt − βtX0

αt
, X0 =

Xt − αtX0

βt
.

Lemma 11. Let Xt = αtX1 + βtX0, and Ẋt = α̇tX1 + β̇tX0. We have
1) X0, X1 from Ẋt:

X1 − E [X1|Xt] =
1

αt

(
α̇t

αt
− β̇t
βt

)−1 (
Ẋt − E

[
Ẋt|Xt

])
,

X0 − E [X0|Xt] = − 1

βt

(
α̇t

αt
− β̇t
βt

)−1 (
Ẋt − E

[
Ẋt|Xt

])
.

2) Ẋt from X0 (or X1):

Ẋt − E
[
Ẋt|Xt

]
= −βt(

α̇t

αt
− β̇t
βt

)(X0 − E [X0|Xt]),

Ẋt − E
[
Ẋt|Xt

]
= αt(

α̇t

αt
− β̇t
βt

)(X1 − E [X1|Xt]).

3) X0 and X1:

X1 − E [X1|Xt] = −βt
αt

(X0 − E [X0|Xt]),

X0 − E [X0|Xt] = −αt

βt
(X1 − E [X1|Xt]).
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CHAPTER FOUR

Identities

We present some important identities related to rectified flow, particularly
in the case when (X0, X1) is an independent coupling, which corresponds
to the 1-rectified flow derived from the data. Furthermore, more appealing
properties can be established if π0 is a Gaussian distribution.

4.1 Score Identities

Assume that ρt is the density function of Xt for Xt = αtX1 + βtX0. In this
section, we provide a set of formulas regarding the score function ∇ log ρt.

In particular, when X0 ⊥⊥ X1 and X0 is Gaussian, the score function is
connected with the RF velocity field via

∇ log ρt(x) =
1

β2
t

(
α̇t

αt
− β̇t
βt

)−1(
vt(x)−

α̇t

αt
x

)
. (4.1)

This is a well known result that have been heavily explored in the literature.
We start with an array of basic identities regarding score functions in-

volving marginalizing latent variables. Note the subtle differences between
the three results below and their conditions.

Lemma 12 (Score Functions and Latent Variables). Assume all log den-
sities involved below are continuously differentiable.

1) For any continuous random variable (X,Y ),

∇x log ρX(x) = E [∇X log ρX,Z(X,Z) | X = x]

= E
[
∇X log ρX|Z(X|Z) | X = x

]
,

where ρX|Z , ρX,Z is the conditional and joint density functions.
2) Moreover, if X = Y + Z, we have

∇x log ρX(x) = E
[
∇Z log ρZ|Y (Z|Y ) | X = x

]
= E

[
∇Y log ρY |Z(Y |Z) | X = x

]
.

3) Further, if X = Y + Z and Y ⊥⊥ Z, we have

∇x log ρX(x) = E [∇Z log ρZ(Z) | X = x]

= E [∇Y log ρY (Y ) | X = x] .
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Proof. 1) Directly taking the derivative:

∇x log ρX(x) =
∇xρX(x)

ρX(x)

∗
=

∇x

∫
z
ρX,Z(x, z)dz

ρX(x)

=

∫
∇x log ρX,Z(x, z)ρX,Z(x, z)dz

ρX(x)

=

∫
∇x log ρX,Z(x, z)ρZ|X(x, z)dz

= E[∇x log ρX,Z(X,Z) | X = x]
∗∗
= E[∇x log ρX|Z(X|Z) | X = x].

The major step here is to exchange the order of derivative and integral
operators in ∗

=. In the last step ∗∗
=, we used

∇x log ρX,Z(x, z) = ∇x log ρZ(z) +∇x log ρX|Z(x|z) = ∇x log ρX|Z(x|z).

2) If X = Y + Z, we have

ρX|Z(x|z) = ρY |Z(x− z|z).

Plugging it into the result above yields

∇x log ρX(x) = E[∇X log ρY |Z(X − Z|Z) | X = x]

= E[∇Y log ρY |Z(Y |Z) | X = x],

where we used Y = X − Z in the last step.
3) Further, if Y ⊥⊥ Z, we have ρY |Z(y|z) = ρY (y), and hence the

results follow directly.

Theorem 6. Assume Xt = αtX1 + βtX0, where X0 ⊥⊥ X1. We have

∇ log ρt(x) = E
[
β−1
t ∇ log ρ0(X0) | Xt = x

]
= E

[
α−1
t ∇ log ρ1(X1) | Xt = x

]
,

(4.2)

where ρ0, ρ1 are the density functions of X0 and X1, respectively.

Equation (4.2) expresses ∇ log ρX using either ∇ log ρY or ∇ log ρZ . We
should decide which one to use based on the problems and our needs.

Proof. Let Y = βtX0 and Z = αtX1, we have ρY (y) = ρX0
(β−1

t y)β−1
t ,

and hence ∇y log ρY (y) = β−1
t ∇ log ρX0(β

−1
t y).

Using Lemma 12, we have

∇ log ρt(x) = E [∇ log ρY (Y ) | Xt = x]

= E
[
β−1
t ∇ log ρX0

(β−1
t Y ) | Xt = x

]
= E

[
β−1
t ∇ log ρX0(X0) | Xt = x

]
,
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where we substitute X0 = β−1
t Y in the last step. The other form

follows by symmetry.
The case when X0 is Gaussian, say X0 ∼ Normal(µ0,Σ0), is particu-

larly interesting because the score function of the noise ∇ log ρ0(X0) =

Σ−1
0 (X0 − µ) is linear on X0, which allows for a simple relation between

∇ log ρt, the expected noise x̂0|t(x) = E [X0|Xt = x], and the velocity vt.

Corollary 3 (Tweedie’s Formula). Let Xt = αtX1 +βtX0 and X0 ⊥⊥ X1.
If X0 ∼ Normal(µ0,Σ0), we have ∇ log ρ0(x) = −Σ−1

0 (x − µ0), and
hence

∇ log ρt(x) = − 1

βt
E
[
Σ−1

0 (X0 − µ0) | Xt = x
]

= − 1

βt
Σ−1

0 (x̂0|t(x)− µ0).

Using the relation of x̂0|t(x) and vt(x) in Lemma 9, we have

∇ log ρt(x) = − 1

βt
Σ−1

0 (x̂0|t(x)− µ0)

=
1

β2
t

(
α̇t

αt
− β̇t
βt

)−1

Σ−1
0

(
vt(x)−

α̇t

αt
x

)
+

1

βt
Σ−1

0 µ0.

Hence,

vt(x) =
α̇t

αt
x+ βt(

α̇t

αt
− β̇t
βt

)Σ0(βt∇ log ρt(x)− µ0).

Corollary 4 (Tweedie’s Formula). In particular, if X0 ∼ Normal(0, I) is
the standard Gaussian noise, we have

∇ log ρt(x) = − 1

βt
E [X0 | Xt = x] .

Hence,

vt(x) =
α̇t

αt
x+ β2

t (
α̇t

αt
− β̇t
βt

)∇ log ρt(x),

and

∇ log ρt(x) =
1

β2
t

(
α̇t

αt
− β̇t
βt

)−1(
vt(x)−

α̇t

αt
x

)
.

Example 11 (Score Function of Straight Interpolation). For straight inter-
polation Xt = tX1+(1− t)X0 with X0 ⊥⊥ X1 and X0 ∼ Normal(0, I),
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the score function ∇ log ρt and velocity field vt is related via

∇ log ρt(x) =
tvt(x)− x

1− t
,

vt(x) =
(1− t)∇ log ρt(x) + x

t
.

(4.3)

Remark 20. If X0 is not Gaussian, the score function of the noise
∇ log ρ0(X0) is not linear on X0, and hence ∇ log ρt can not be ex-
pressed with vt. In this case, we may need to learn an extra model
gt(x, θ) to approximate ∇ log ρt(x). Using Equation (4.2), a loss func-
tion can be

min
θ

∫
ηtE

[
∥βtgt(Xt, θ)−∇ log ρ0(X0)∥2

]
dt.

4.2 Covariance Identities

For Xt = αtX1 +βtX0 with X0 ⊥⊥ X1, and X0 ∼ Normal(0, I), we provide
some identities related to the derivative matrix ∇vt and the Hessian matrix
∇2 log ρt:

∇2 log ρt(x) = β−2
t (Var(X0 | Xt = x)− I)

∇vt(x) =
β̇t
βt
I +

1

β2
t

(
α̇t

αt
− β̇t
βt

)−1Var(Ẋt | Xt = x),
(4.4)

where Var(·|·) denotes the conditional covariance matrix. These formulas
may find various applications. We provide two examples here.

Divergence and Straightness

Taking the sum of diagonals yields a formula for the divergence ∇· vt:

∇· vt(x) =
β̇t
βt
d+

1

β2
t

(
α̇t

αt
− β̇t
βt

)−1Trace(Var(Ẋt | Xt = x)), (4.5)

where d is the dimension of Xt.
On the other hand, note that the trace of conditional variance Trace(Var(Ẋt |Xt =

x)) coincides with the minimum square loss:

ℓ∗t := min
vt

E
[∥∥∥Ẋt − vt(Xt)

∥∥∥2] = E
[
Trace(Var(Ẋt | Xt))

]
, (4.6)

where ℓ∗t = 0 implies that Ẋt is determined by Xt, indicating no different
trajectories of {Xt} intersect at t. Hence ℓ∗t is an indication of straightness
of the rectified flow. Combining (4.5) and (4.6) yields

ℓ∗t = β2
t (
α̇t

αt
− β̇t
βt

)

(
E [∇· vt(Xt)]−

β̇t
βt
d

)
, (4.7)

This suggests that the divergence E [∇· vt(Xt)] reveals information regard-
ing the straightness of the rectified flow. This also provides an approach to
empirically estimate ℓ∗t , since the right hand side can be estimated given
vt.
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Monotonicity of One-Step Euler Steps

Equation (4.4) suggest that ∇vt(x)− β̇t

βt
I is a positive semi-definite matrix.

This can be used to show that the one-step Euler update ΦEuler
s|t (x) =

x+(s− t)vt(x) is always a monotonic map and corresponds to the gradient
of a convex function. We discuss this result in detail in Section 4.4, and
use it to prove a bound in relation to L2 optimal transport in (4.5)

Proofs

We now provide the proofs of Equation (4.4) and more related results.

Definition 10. The cross-covariance matrix of a joint random vector
(X,Y ) is defined as

Cov(X,Y ) = E
[
(X − E [X])(Y − E [Y ])⊤

]
,

The covariance matrix of X is

Var(X) = Cov(X,X) = E
[
(X − E [X])(X − E [X])⊤

]
.

Lemma 13. Let Xt = αtX1 + βtX0 where X0 ⊥⊥ X1, and X0 ∼
Normal(0, I).
For ∇xx̂1|t(x) := E [X1 | Xt = x], we have

∇xx̂1|t(x) := E [X1 | Xt = x]

= − 1

βt
Cov(X0, X1 | Xt = x)

=
αt

β2
t

Var(X1 | Xt = x)

=
1

αt
Var(X0 | Xt = x).

(4.8)

For vt(x) = E
[
Ẋt|Xt = x

]
, we have

∇xvt(x) =
β̇t
βt
I − αt

βt
(
α̇t

αt
− β̇t
βt

)Cov(X0, X1 | Xt = x)

=
β̇t
βt
I +

α2
t

β2
t

(
α̇t

αt
− β̇t
βt

)Var(X1 | Xt = x)

=
β̇t
βt
I + (

α̇t

αt
− β̇t
βt

)Var(X0 | Xt = x)

=
β̇t
βt
I +

1

β2
t

(
α̇t

αt
− β̇t
βt

)−1Var(Ẋt | Xt = x)

(4.9)

Let ρt be the density function of Xt, the Hessian of log ρt is

∇2 log ρt(x) = β−2
t (Var(X0 | Xt = x)− I). (4.10)

Proof. Write Xt = αtX1 + Y , where Y = βtX0 ∼ Normal(0, β2
t I).
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Using Lemma 16 on x̂1|t(x) = E [X1|Xt = x], we have

∇x̂1|t(x) = Cov((− Y

β2
t

), X1 | Xt = x) = − 1

βt
Cov(X0, X1 | Xt = x).

We then have (4.8) using Lemma 15.
For vt(x), Eq (4.9) follows by noting that x̂1|t(x) and vt(x) are

relate via

vt(x) = E
[
α̇tX1 + β̇tX0 | Xt = x

]
= E

[
α̇tX1 + β̇t

(Xt − αtX1)

βt
| Xt = x

]
=
β̇t
βt
x+ αt(

α̇t

αt
− β̇t
βt

)x̂1|t(x).

For ∇ log ρt(x), note that

∇ log ρt(x) = E
[
−X0

βt
| Xt = x

]
= E

[
−Xt − αtX1

β2
t

| Xt = x

]
= − x

β2
t

+
αt

β2
t

x̂1|t(x).

Hence, plugging (4.8) gives

∇2 log ρt(x) =
αt

β2
t

∇x̂1|t(x)−
1

β2
t

I

= −αt

β3
t

Cov(X1, X0 | Xt = x)− 1

β2
t

I

=
α2
t

β4
t

Var(X1 | Xt = x)− 1

β2
t

I

=
1

β2
t

(Var(X0 | Xt = x)− I).

Lemma 14. For any random variables (X,Y, Z), we have

Cov(X, (aY + bZ)) = aCov(X,Y ) + bCov(X,Z).

Proof.

Cov(X, (aY + bZ))

= E
[
X(aY + bZ)⊤

]
− E [X]E

[
(aY + bZ)⊤

]
= aE

[
XY ⊤]+ bE

[
XZ⊤]− aE [X]E

[
Y ⊤]− bE [X]E

[
Z⊤]

= aCov(X,Y ) + bCov(X,Z).
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Lemma 15. For Xt = αtX1 + βtX0 and Ẋt = α̇tX1 + β̇tX0, we have

Cov(X1, X0 | Xt) = −βt
αt

Var(X0 | Xt)

= −αt

βt
Var(X1 | Xt)

= − 1

αtβt(
α̇t

αt
− β̇t

βt
)2
Var(Ẋt | Xt = x).

This suggests that X0 and X1 are negatively correlated conditioned on
Xt if αt, βt ≥ 0, regardless of the unconditioned coupling (X0, X1).

Proof. Plugging X0 = (Xt − αtX1)/βt, we get

Cov(X1, X0 | Xt)

=
1

βt
Cov(X1, (Xt − αtX1) | Xt = x)

=
1

βt
(Cov(X1, Xt|Xt = x)− αtCov(X1, X1 | Xt = x))

= −αt

βt
Cov(X1, X1 | Xt = x),

where we used Cov(X1, Xt|Xt = x) = Cov(X1, x|Xt = x) = 0, that
the covariance of any random variable with a constant equals zero.

Similarly, using X1 = (Xt − βtX0)/αt, we get

Cov(X1, X0 | Xt)

= Cov((Xt − βtX0)/αt, X0 | Xt = x)

= −βt
αt

Cov(X0, X0 | Xt = x).

Finally, solving Xt = αtX1 + βtX0 and Ẋt = α̇tX1 + β̇tX0 for X0,

and X1, we get

X0 =
α̇tXt − αtẊt

α̇tβt − αtβ̇t
, X1 =

β̇tXt − βtẊt

β̇tαt − βtα̇t

.

Hence,

Cov(X0, X1 | Xt) = Cov

(
α̇tXt − αtẊt

α̇tβt − αtβ̇t
,
β̇tXt − βtẊt

β̇tαt − βtα̇t

∣∣∣∣ Xt

)

= Cov

(
−αtẊt

α̇tβt − αtβ̇t
,

−βtẊt

β̇tαt − βtα̇t

∣∣∣∣ Xt

)
//Xt are viewed as constants

= − 1

αtβtκ2t
Cov(Ẋt, Ẋt | Xt),

where we write κt = α̇t

αt
− α̇t

αt
.

Lemma 16 (Second Order Score Identities). Let µh(X) = E [h(Z) | X]
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where (X,Z) is a joint random variable and h is a function. Let ρX,Z ,
ρX|Z , and ρX denote the joint, conditional, and marginal density
functions, respectively. Assume all relevant derivatives exist and
continuous.
1) For any (X,Z), we have

∇Xµh(X) = Cov(∇X log ρX,Z(X, Z), h(Z) | X)

= Cov(∇X log ρX|Z(X | Z), h(Z) | X).

2) If X = Y + Z, we have

∇Xµh(X) = Cov(∇Y log ρY |Z(Y | Z), h(Z) | X).

3) If X = Y + Z and Y ⊥⊥ Z, we have

∇Xµh(X) = Cov(∇Y log ρY (Y ), h(Z) | X).

4) If X = Y + Z, Y ⊥⊥ Z and Y ∼ Normal(µ,Σ), we have

∇Xµh(X) = Cov(Σ−1(µ− Y ), h(Z) | X).

Proof.

µh(x) =

∫
h(z)ρX,Z(x, z)dz

ρX(x)
.

Taking derivative, we have

∇µh(x) =

∫
h(z)∇xρX,Z(x, z)dz

ρX(x)
−
∫
h(z)ρX,Z(x, z)dz

ρX(x)

∫
∇xρX,Z(x, z)dz

ρX(x)

= E
[
∇X log ρX,Z(X,Z)h(Z)

⊤ | X = x
]
− E [∇X log ρX,Z(X,Z) | X = x]E

[
h(Z)⊤ | X = x

]
= Cov(∇X log ρX,Z(X,Z), h(Z) | X = x)

= Cov(∇X log ρX|Z(X|Z), h(Z) | X = x),

If X = Y + Z, we have ρX|Z(x | z) = ρY |Z(x− z | z), and hence

∇µh(x) = Cov(∇X log ρY |Z(X − Z | Z), h(Z) | X = x)

= Cov(∇Y log ρY |Z(Y | Z), h(Z) | X = x).

If Y ⊥⊥ Z, we have ∇Y log ρY |Z(Y | Z) = ∇Y log ρY (Y ) and hence
the third result follows. The fourth result follows ∇y log ρY (y) =

Σ−1(y − µ) for Y ∼ Normal(µ,Σ).

4.3 Curvature Identities

For the rectified flow dZt = vt(Zt)dt, it is of interest to estimate the
curvature Z̈t =

d
dt Żt of the trajectories. Small curvatures means straighter

trajectories and hence it incurs smaller discretization error when solved
with numerical algorithms. As we discussed in Section 4.2, the conditional
variance Var(Ẋt | Xt), which is related to ∇vt(x), provides a measure of
how much the trajectories of {Xt} intersect, which is is related to the
straightness of the {Zt} trajectories. However, Var(Ẋt | Xt) does not
exactly equal the curvature Z̈t.
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We provide an explicit formula for the curvature Z̈t for rectified flows.
Note that the curvature of dZt = vt(Zt)dt is

Z̈t =
d

dt
vt(Zt) = ∂tvt(Zt) +∇vt(Zt)

⊤vt(Zt).

We have the following formula:

Theorem 7. LetXt = αtX1+βtX0 withX0 ⊥⊥ X1 andX0 ∼ Normal(0, I).
Let vt the RF velocity field and ρt the density function of Xt. We have

∂tvt(Xt) +∇v⊤t vt(Xt) = E
[
Ẍt|Xt

]
−Var(Ẋt|Xt)∇ log ρt(Xt) + I,

where Ẍt = α̈tX1+ β̈tX0, and I is a term involving third order central
moment:

I =
1

βt
E
[
(Ẋc

t )(Ẋ
c
t )

⊤(Xc
0) | Xt

]
= − 1

β2
t

(
α̇t

αt
− β̇t
βt

)−1E
[
(Ẋc

t )(Ẋ
c
t )

⊤(Ẋc
t ) | Xt

]
= −α

3
t

β2
t

(
α̇t

αt
− β̇t
βt

)2E
[
(Xc

1)(X
c
1)

⊤(Xc
1) | Xt

]
= βt(

α̇t

αt
− β̇t
βt

)2E
[
(Xc

0)(Ẋ
c
0)

⊤(Ẋc
0) | Xt

]
,

where Xc
0 = X0 − E[X0|Xt], Xc

1 = X1 − E[X1|Xt] and Ẋt = Ẋt −
E[Ẋt|Xt] are the centered random variables.

Proof. It is rewritten from Lemma 17 by noting that E [X0|Xt] =

−βt log ρt(Xt).

For the straight interpolation Xt = tX1 + (1− t)X0, we have Ẍt = 0,
and hence

∂tvt(Xt) +∇v⊤t vt(Xt)

= −Var(Ẋt|Xt)∇ log ρt(Xt)−
t

1− t
E
[
(Ẋc

t )(Ẋ
c
t )

⊤(Ẋc
t ) | Xt

]
.

Theorem 8. LetXt = αtX1+βtX0 withX0 ⊥⊥ X1 andX0 ∼ Normal(0, I).
Let vt the RF velocity field and ρt the density function of Xt.

Then, if Var(Ẋt|Xt = x) = 0 and βt > 0, we have

∂tvt(x) +∇vt(x)⊤vt(x) = E
[
Ẍt | Xt = x

]
.

Proof. If Var(Ẋt|Xt = x), then it means Ẋt is deterministic givenXt =

x, hence E
[
(Ẋc

t )(Ẋ
c
t )

⊤(Ẋc
t ) | Xt = x

]
= 0 and result follows.

Remark 21. We observe that curvature involves third-order moments,
while Var(Ẋt | Xt = x) is second-order. It is possible to bound third-
order moments in terms of second-order moments using sub-Gaussian
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inequalities.

Proofs

Lemma 17. LetXt = αtX1+βtX0 withX0 ⊥⊥ X1 andX0 ∼ Normal(0, I).
For x̂1|t(x) = E [X1 | Xt = x] , we have

∂tx̂1|t(x) =
1

βt
Cov(X1, X

⊤
0 Ẋt | Xt),

and

∂tvt(Xt) = E
[
Ẍt|Xt

]
+
αt

βt

(
α̇t

αt
− β̇t
βt

)
Cov(X1, X

⊤
0 Ẋt | Xt)−

β̇t
βt
vt(x),

and

∂tvt(Xt) +∇v⊤t vt(Xt)

= E
[
Ẍt|Xt

]
+
αt

βt
(
α̇t

αt
− β̇t
βt

)Cov(X1, X
⊤
0 (Ẋt − E[Ẋt|Xt]) | Xt)

= E
[
Ẍt|Xt

]
+ βt(

α̇t

αt
− β̇t
βt

)2E
[
(X0 − E [X0|Xt])(X0 − E[X0|Xt])

⊤X0 | Xt

]
= E

[
Ẍt|Xt

]
+

1

βt
E
[
(Ẋt − E[Ẋt|Xt])(Ẋt − E[Ẋt|Xt])

⊤X0 | Xt

]
,

where Ẍt = α̈tX1 + β̈tX0.

Proof. The formula of ∂tx̂1|t(x) is obtained by applying Lemma 18
with Xt = X and X1 = Z, t = θ. Note that

ρXt,X1
(x, x1) ∝ ρX1

(x1) exp

(
−∥x− αtx1∥2

2β2
t

)
1

βd
t

.

Taking the log, we get

log ρXt,X1(x, x1) = log ρX1(x1)−
∥x− αtx1∥2

2β2
t

− d log βt,

where d is the dimension of Xt. Taking derivative w.r.t. t,

∂t log ρXt,X1(x, x1) =
(x− αtx1)

⊤x1α̇t

β2
t

+
∥x− αtx1∥2 β̇t

β3
t

− dβ̇t
βt
.
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Using Lemma 18, we have

∂tx̂1|t(Xt)

= Cov(X1, ∂t log ρXt,X1
(X,X1) | Xt)

= Cov(X1,
(Xt − αtX1)

⊤X1α̇t

β2
t

+
∥Xt − αtX1∥2 β̇t

β3
t

− dβ̇t
βt

| Xt)

= Cov(X1,
X⊤

0 X1α̇t

βt
+

∥X0∥2 β̇t
βt

− dβ̇t
βt

| Xt)

=
α̇t

βt
Cov(X1, X

⊤
0 X1 | Xt) +

β̇t
βt

Cov(X1, ∥X0∥2 | Xt)

=
1

βt
Cov(X1, α̇tX1 + β̇tX0)

⊤X0 | Xt)

=
1

βt
Cov(X1, Ẋ

⊤
t X0 | Xt).

Next, we need to convert the formula to that of ∂tvt. From Xt =

αtX1+βtX0 and Ẋt = α̇tX1+β̇tX0, we have by taking the conditional
expectation E [· | Xt]:

x = αtx̂1|t(x) + βtx̂0|t(x), (4.11)

vt(x) = α̇tx̂1|t(x) + β̇tx̂0|t(x). (4.12)

Taking derivatives of Equation (4.11) w.r.t. time yields α̇tx̂1|t(x) +

β̇tx̂0|t(x) + αt∂tx̂1|t(x) + βt∂tx̂0|t(x) = 0. Combining it with Equa-
tion (4.12) yields

vt(x) + αt∂tx̂1|t(x) + βt∂tx̂0|t(x) = 0.

Hence,

∂tx̂0|t(x) = − 1

βt
(vt(x) + αt∂tx̂1|t(x)). (4.13)

Taking the derivative of Equation (4.12) w.r.t. t:

∂tvt(x) = α̈tx̂1|t(x) + β̈tx̂0|t(x) + α̇t∂tx̂1|t(x) + β̇t∂tx̂0|t(x)

= E
[
Ẍt|Xt = x

]
+ α̇tx̂1|t(x)−

β̇t
βt

(vt(x) + αt∂tx̂1|t(x)) //by (4.13)

= E
[
Ẍt|Xt = x

]
+ (α̇t −

αtβ̇t
βt

)∂tx̂1|t(x)−
β̇t
βt
vt(x)

= E
[
Ẍt|Xt = x

]
+
αt

βt

(
α̇t

αt
− β̇t
βt

)
Cov(X1, Ẋ

⊤
t X0 | Xt)−

β̇t
βt
vt(x).

One the other hand, we have ∇xvt(x) =
β̇t

βt
I−αt

βt
( α̇t

αt
− β̇t

βt
)Cov(X0, X1 |Xt =

x) from Equation (4.9), which gives

(∇vt(x))⊤vt(x) =
β̇t
βt
vt(x)−

αt

βt
(
α̇t

αt
− β̇t
βt

)Cov(X1, X0 | Xt = x)vt(x).
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Sum them together:

∂tvt(Xt) +∇v⊤t vt(Xt)

= E
[
Ẍt|Xt

]
+
αt

βt
(
α̇t

αt
− β̇t
βt

)(Cov(X1, Ẋ
⊤
t X0 | Xt)− Cov(X1, X0| Xt)vt(Xt))

= E
[
Ẍt|Xt

]
+
αt

βt
(
α̇t

αt
− β̇t
βt

)Cov(X1, X
⊤
0 (Ẋt − E[Ẋt|Xt]) | Xt)

= E
[
Ẍt|Xt

]
+
αt

βt
(
α̇t

αt
− β̇t
βt

)E
[
(X1 − E [X1|Xt])(Ẋt − E[Ẋt|Xt])

⊤X0 | Xt

]
.

Note that X1−E [X1|Xt] =
1
αt
( α̇t

αt
− β̇t

βt
)−1(Ẋt−E

[
Ẋt|Xt

]
). We have

∂tvt(Xt) +∇v⊤t vt(Xt)

= E
[
Ẍt|Xt

]
+

1

βt
E
[
(Ẋt − E[Ẋt|Xt])(Ẋt − E[Ẋt|Xt])

⊤X0 | Xt

]
.

Note that Ẋt − E[Ẋt|Xt] = −βt( α̇t

αt
− β̇t

βt
)(X0 − E[X0|Xt]) and X1 −

E[X1|Xt] = − βt

αt
(X0 − E[X0|Xt]), we get

∂tvt(Xt) +∇v⊤t vt(Xt)

= E
[
Ẍt|Xt

]
+ βt(

α̇t

αt
− β̇t
βt

)2E
[
(X0 − E [X0|Xt])(X0 − E[X0|Xt])

⊤X0 | Xt

]
.

Lemma 18 (Parametric Second Order Score Identities). Let µh(X) =

E [h(Z) | X] where (X,Z) is a joint random variable and h is a func-
tion. Assume the density functions ρX,Z = ρθX,Z depend on a parame-
ter. Assume all relevant derivatives exist and are continuous.
1) For any (X,Z), we have

∇θµh(X) = Cov(∇θ log ρX,Z(X, Z), h(Z) | X).

2) If X = Y + Z, we have

∇θµh(X) = Cov(∇θ log ρZ(Z) +∇θ log ρY |Z(Y | Z), h(Z) | X).

3) If X = Y + Z and Y ⊥⊥ Z, we have

∇θµh(X) = Cov(∇θ log ρZ(Z) +∇θ log ρY (Y ), h(Z) | X).

Proof.

µh(x) =

∫
h(z)ρX,Z(x, z)dz

ρX(x)
.
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Taking derivative

∇θµh(x) =

∫
h(z)∇θρX,Z(x, z)dz

ρX(x)
−
∫
h(z)ρX,Z(x, z)dz

ρX(x)

∫
∇θρX,Z(x, z)dz

ρX(x)

= E
[
∇θ log ρX,Z(X,Z)h(Z)

⊤ | X = x
]
− E [∇θ log ρX,Z(X,Z) | X = x]E

[
h(Z)⊤ | X = x

]
= Cov(∇θ log ρX,Z(X,Z), h(Z) | X = x).

If X = Y +Z, we have ρX,Z(x, z) = ρZ(z)ρY |Z(x− z | z). Hence

∇θµh(x) = Cov(∇θ log ρZ(Z) +∇θ log ρY |Z(X − Z | Z), h(Z) | X = x)

= Cov(∇θ log ρZ(Z) +∇θ log ρY |Z(Y | Z), h(Z) | X = x).

If Y ⊥⊥ Z, we have ∇Y log ρY |Z(Y | Z) = ∇Y log ρY (Y ) and hence
the third result.

4.4 Monotonicity of the Euler Updates

As an application of Lemma 13, we show that the update rule of Euler
schemes on rectified flow are monotonic maps for affine interpolations with
independent Gaussian noises. Specifically, assume we solve the rectified
flow d

dtZt = vt(Zt) with Euler updates,

Φ̂Euler
s|t (z) = z + (s− t)vt(z),

which advances from Ẑt to Ẑs following one step of Euler update. Assume
we use the straight interpolation Xt = tX1 + (1− t)X0, then we show that
Φ̂Euler

s|t (z) is a monotonic map for any 0 ≤ t ≤ s ≤ 1, in the sense that

(Φ̂Euler
s|t (z)− Φ̂Euler

s|t (z′))⊤(z − z′) ≥ 0, ∀z, z′.

In fact, Φ̂Euler
s|t is the gradient of a convex function, that is, there exists a

convex function f : Rd → R, such that Φ̂Euler
s|t (z) = ∇f(z).

Definition 11. A mapping Φ: Rd → Rd is said to be monotonic if

(Φ(x)− Φ(x′))⊤(x− x′) ≥ 0, ∀x, x′ ∈ Rd.

It is called strictly monotonic if (Φ(x) − Φ(x′))⊤(x − x′) > 0 unless
x = x′.

Lemma 19. Assume Φ is continuously differentiable, then it is mono-
tonic iff ∇Φ is positive definite (even though it may not be symmetric)
in the sense of

u⊤∇Φ(x)u ≥ 0, ∀x, u ∈ Rd. (4.14)

It is strictly monotonic if u⊤∇Φ(x)u > 0 unless u = 0.

Eq. (4.14) is equivalent to the symmetric matrix ∇Φ(x) +∇Φ(x)⊤ is posi-
tive definite in the typical sense.
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Proof. Let u = x− x′ and xt = x+ t(x′ − x) for t ∈ [0, 1]. We have

(Φ(x)− Φ(x′))⊤(x− x′) =

∫ 1

0

u⊤∇Φ(xt)udt.

Hence, if u⊤Φ(xt)u ≥ 0 everywhere, then Φ is monotonic.
For the other direction, if there exists u, z such that u⊤Φ(z)u < 0,

we can choose x = z+ εu and x′ = z− εu with very small ε, such that
(Φ(x)− Φ(x′))⊤(x− x′) =

∫ 1

0
u⊤∇Φ(xt)u < 0.

Theorem 9. Let d
dtZt = vt(Zt) be the rectified flow induced by Xt =

αtX1 + βtX0, with X0 ⊥⊥ X1 and X0 ∼ Normal(0, I), and α̇t

αt
≥ 0 ≥

β̇t

βt
.

Assume we solve d
dtZt = vt(Zt) with Euler updates,

Φ̂Euler
s|t (z) = z + (s− t)vt(z),

which maps Ẑt to Ẑs following one Euler update.
Then Φ̂Euler

s|t is a monotonic mapping if 0 ≤ (s − t) ≤ −βt/β̇t.
Moreover, there exists a convex function f(x), such that Φ̂Euler

s|t (z) =

∇f(z).

Proof. Taking the Jacobian matrix using Lemma 13,

∇Φ̂Euler
s|t (z) = I + (s− t)∇vt(z)

= (1 + (s− t)
β̇t
βt

)I + (s− t)(
α̇t

αt
− β̇t
βt

)Var(X0 | Xt = x).

Hence, ∇Φ̂Euler
s|t (z) is positive semi-definite if (s − t) β̇t

βt
+ 1 ≥ 0 and

(s− t)( α̇t

αt
− β̇t

βt
) ≥ 0. Because α̇t

αt
− β̇t

βt
≥ 0, the condition reduces to

0 ≤ (s− t) ≤ −βt/β̇t.

Remark 22. For straight interpolation Xt = tX1 + (1− t)X0, we have
−βt

β̇t
= 1− t, and hence Theorem 9 holds for all Euler updates with

0 ≤ t ≤ s ≤ 1.

Remark 23. Unfortunately, the composition of multiple Euler steps is
not guaranteed to be monotonic, except in one-dimensional cases.
It is because compositions of monotonic maps are not necessarily
monotonic in multi-dimensional cases. The fundamental difficulty
here is that the product AB of two positive definite matrices A,B is
not necessarily positive definite, unless A and B are commutative.

Remark 24. As a result, the exact transport mapping Φs|t(z), which
can be viewed as composing infinitely many small Euler steps, is not
monotonic in general as well. It is well known that Φt|s of a general
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ODE is orientation-preserving in that det(∇Φt|s) > 0. In the one-
dimensional case of Zt ∈ R, this implies that Φt|s is a monotonic map.
In high-dimensional cases (Zt ∈ Rd), orientation-preserving maps are
not necessarily monotonic in the typical sense.

Remark 25. This result can be leveraged to avoid calculating the Jaco-
bian matrix in control or inverse problems. Assume we are interested
in adjusting zt to minimize an objective defined on ẑ1 = ΦEuler

1|t (zt):

min
z
ℓ̂(z) := ℓ(ΦEuler

1|t (zt)).

The exact gradient is

∇z ℓ̂(z) = ∇ΦEuler
1|t (zt)∇ℓ(ẑ1).

However, because ∇ΦEuler
1|t (zt) is positive definite, we can use ∇ℓ(ẑ1)

in place of ∇z ℓ̂(z) during optimization, because they have positive
inner products: ∇zℓ(ẑ1)

⊤∇ℓ(ẑ1) ≥ 0.

4.5 An Error Bound w.r.t. L2 Optimal Transport

With Theorem 9, we show that the accuracy of the one-step Euler update
controls how optimal the rectified coupling (Z0, Z1) in terms of sovling the
L2 optimal transport problem.

Theorem 10. Let dZt = vt(Zt)dt be the rectified flow of {Xt} with
Xt = tX1 + (1 − t)X0 with X0 ⊥⊥ X1 and X0 ∼ Normal(0, I). We
have for 0 ≤ t ≤ s ≤ 1,

E
[
∥Zs − Zt∥2

]1/2
−W2(πt, πs) ≤ 2E

[
∥Zs − Zt − vt(Zt)∥2

]1/2
.

In particular, at t = 0 and s = 1,

E
[
∥Z1 − Z0∥2

]1/2
−W2(π0, π1) ≤ 2E

[
∥Z1 − Z0 − v0(Z0)∥2

]1/2
.

Hence, if one step Euler is exact, then the rectified coupling (Z0, Z1) is the
L2 optimal coupling.

Proof. Let π̂s|t the distribution of Ẑs|t = ΦEuler
s|t (Zt) = Zt+(s−t)vt(Zt).

By Theorem 9, the mapping is the gradient of a convex function. By
Brenier Theorem, ΦEuler

s|t forms the L2 optimal transport between πt
and π̂s|t, that is,

W2(πt, π̂s|t) = E
[∥∥∥Ẑs|t − Zt

∥∥∥2]1/2 .
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By triangle inequalities,

E
[
∥Zs − Zt∥2

]1/2
≤ E

[∥∥∥Ẑs|t − Zt

∥∥∥2]1/2 + E
[∥∥∥Ẑs|t − Zs

∥∥∥2]1/2
≤W2(πt, π̂s|t) + E

[∥∥∥Ẑs|t − Zs

∥∥∥2]1/2
≤W2(πt, πs) +W2(π̂s|t, πs) + E

[∥∥∥Ẑs|t − Zs

∥∥∥2]1/2
≤W2(πt, πs) + 2E

[∥∥∥Ẑs|t − Zs

∥∥∥2]1/2 ,
where we used W2(π̂s|t, πs) ≤ E

[∥∥∥Ẑs|t − Zs

∥∥∥2]1/2 .
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CHAPTER F IVE

Stochastic Solvers

Given an ODE dZt = vt(Zt) dt with ρt as the density function of Zt, it is
always possible to convert it into a stochastic differential equation (SDE)
by compounding the ODE with the Langevin dynamics of ρt:

dZ̃t = vt(Z̃t) dt︸ ︷︷ ︸
Rectified flow

+σ2
t ∇ log ρt(Z̃t) dt+

√
2σt dWt︸ ︷︷ ︸

Langevin dynamics

, Z̃0 = Z0, (5.1)

where we add a Langevin dynamics component, thereby transforming the
deterministic dynamics into a stochastic one. However, since the target ρt
of the Langevin dynamics is set to match the original marginal distribution
of the ODE, the Langevin dynamics remains in equilibrium and does not
alter the distribution of the process at each step. This ensures that the
SDE and ODE share the same marginal distributions at each step, i.e.,
Law(Z̃t) = Law(Zt), even though the trajectory-wise distributions of {Zt}
and {Z̃t} are clearly different.

Implementing (5.1) of course requires knowing the score function
∇ log ρt in addition to vt, which is not avaiable generally. However, if
the ODE is the rectified flow induced from an affine interpolation of an
independent coupling (X0 ⊥⊥ X1) with Gaussian noise X0, we can express
∇ log ρt using vt in a closed form with Tweedie’s formula as shown in
Section 4.1:

∇ log ρt(x) =
αtvt(x)− α̇tx

βt(α̇tβt − αtβ̇t)
.

This is what allows us to freely switch between ODEs and SDEs during
inference after the RF velocity field vt is learned, without additional re-
training.

However, given that ODEs are simpler and faster to solve, what mo-
tivates the introduction of diffusion noise? What are the pros and cons
of using SDEs instead of ODEs? It turns out that introducing Langevin
dynamics provides a self-correcting mechanism that helps reduce outliers
when the trajectory deviates from ρt due to practical errors. On the other
hand, since the estimation of ∇ log ρt is itself imperfect, the SDE intro-
duces errors of its own. In particular, a large diffusion coefficient tends
to make samples more concentrated — that is, larger diffusion yields more
concentrated samples. We draw understandings on why this is the case.

65



5.1 Langevin Dynamics as a Guardrail

One of the problems with rectified flow is that errors may accumulate over
time as we solve the ODE dZt = vt(Zt)dt. These errors can arise from both
the approximation error of the model vt and the numerical discretization
error. If the estimate Ẑt at inference deviates from the true distribution
Zt ∼ ρt, there is no built-in mechanism in the ODE to correct it. Instead,
the error may amplify when Ẑt deviates from the true distribution ρt, as
the model vt is estimated less accurately in the low-density regions of ρt,
which are rarely sampled during training.

It would be ideal if we could introduce a mechanism that dynamically
corrects errors or acts as a "guardrail" to keep the estimated distribution
Ẑt close to the true distribution ρt when significant deviations occur. One
approach is to use the Langevin dynamics of ρt to steer Ẑt towards ρt
during such deviations. To introduce this concept, some quick background
is in order.

Background (Stochastic Differential Equations). A stochastic differential
equation (SDE) introduces randomness into an ordinary differential
equation (ODE) and is given by

dYt = vt(Yt) dt+ σt dWt, (5.2)

where vt represents the deterministic drift, and σt denotes the diffu-
sion coefficient, and Wt is a random process that drives the stochastic-
ity. We assume that Wt is a Brownian motion (or a Wiener process),
which satisfies Ws ∼ Normal(Wt, s− t) for any s ≥ t and W0 = 0.

The Euler–Maruyama (or simply Euler) discretization of this SDE
with time step ε approximates the solution as

Yt+ε = Yt + εvt(Yt) + σt(Wt+ε −Wt). (5.3)

For Brownian motion, the noise increment is Wt+ε − Wt =
√
ε ξt,

where ξt ∼ N (0, 1).
Although a full treatment of SDEs is involved, for the purpose of

understanding, it is sufficient to know that (5.2) is the limit of (5.3)
in a suitable sense as ε→ 0+. All properties of the SDE can be derived
from the discretized form (5.3) by taking the limit as ε→ 0+.

Background (Fokker–Planck Equation). Let ρt be the density function
of Yt in the SDE (5.2) at time t. A major result to know is the
Fokker–Planck equation, which governs the evolution of ρt:

∂ρt(x)

∂t
= −∇· (v̄t(x)ρt(x)) , with v̄t(x) = vt(x)−

σ2
t

2
∇ log ρt(x).

It resembles the continuity equation for ODEs, but introduces a neg-
ative gradient term −σ2

t

2 ∇ log ρt(x) in the drift due to randomness.
This negative gradient term decreases the probability density ρt, re-
sulting in a "diffusion" effect that drives particles away from regions
of high probability in ρt.
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Background (Langevin Dynamics). For a distribution with a density
function ρ∗, its (overdamped) Langevin dynamics is

dYt = σ2
t∇ log ρ∗(Yt) +

√
2σtdWt,

where σt > 0 is the diffusion coefficient. It is expected that the
distribution of Yt converges to that of ρ∗ at convergence when t→ ∞.
To see this quickly, note that the density ρt of Yt at time t satisfies the
Fokker-Planck equation

∂tρt = −σ2
t ∇·(v̄tρt), with vt = ∇ log ρ∗t −∇ log ρt.

Obviously, ρ∗ is an invariant measure of the process, because v̄t = 0

when ρt = ρ∗.
It is known that Langevin dynamics can be viewed as the gradient

flow of the KL divergence KL(ρt || ρ∗) under the 2-Wasserstein metric:
We can interpret gradρt

KL(ρt || ρ∗) := ∇·((∇ log ρ∗t −∇ log ρt)ρt) as
the gradient of the KL divergence functional KL(ρt || ρ∗) w.r.t. ρt
under the 2-Wasserstein metric, and hence the Langevin dynamics
can be viewed as a gradient flow in the space of distributions:

∂tρt = −σ2
t gradρt

KL(ρt || ρ∗).

To use Langevin dynamics as a correction mechanism, at each time t,
before advancing to the next time point, we can simulate a short segment of
Langevin dynamics to correct the distribution of Ẑt towards ρt. Specifically,
starting from Zt,0 = Ẑt, we simulate the Langevin dynamics associated
with ρt for a certain amount of time τ :

dZt,τ = σ2
τ ∇ log ρt(Zt,τ ) dτ +

√
2στ dWτ , τ ≥ 0, (5.4)

where τ represents the simulation time of the Langevin dynamics.
At each time t, the SDE starts from an initial point Zt,0, and it is

expected that Zt,∞ will follow the distribution ρt. However, if we have
been following the rectified flow, the distribution is already close to ρt, so
it is not necessary to simulate the Langevin dynamics for too long. Hence,
it can be sufficient to perform only one step of Langevin dynamics per
rectified flow update. Furthermore, the Langevin and flow updates can be
merged into a single step, resulting in the combined SDE system:

dZ̃t = vt(Z̃t)dt︸ ︷︷ ︸
Rectified flow

+σ2
t∇ log ρt(Z̃t)dt+

√
2σtdWt︸ ︷︷ ︸

Langevin dynamics

, Z̃0 = Z0, (5.5)

Here, the rectified flow component is responsible for driving the density
function ρt forward according to the original plan, while the Langevin
component acts as a “negative feedback loop” that corrects distributional
drift when it appears, but without introducing any bias when the distribu-
tions are already well aligned. This is because, if the simulation has been
accurate and Z̃t follows the correct distribution ρt, the Langevin dynamics
for ρt remain in equilibrium at each time t, and therefore do not contribute
to the evolution of the density.
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5.2 The SDEs Preserve Marginals

In the following, we provide a rigorous proof that Z̃t, which follows the SDE
in (5.5), preserves the marginal distribution of the ODE dZt = vt(Zt) dt

when ρt is the density of Zt. As we see below, the proof requires careful
treatment to inductively establish the preservation of the marginal distri-
bution over time, starting from the initialization Z̃0 = Z0. This is achieved
by using the KL divergence formula in Lemma 2.

Theorem 11. Let ρt be the density function of Zt following ODE dZt =

vt(Zt)dt, whose solution is unique on t ∈ [0, 1]. Assume ∇ log ρt(x)

and vt(x) are continuously differentiable.
Then the marginal distributions of Z̃t of (5.5) matches that of Zt

from rectified flow dZt = vt(Zt)dt:

Law(Z̃t) = Law(Zt), ∀t ∈ [0, 1].

Proof. Let ρ̃t be the density function of Z̃t. By Fokker Planck equation,

∂tρ̃t = −∇·((vt + σ2
t∇ log ρt(x))ρ̃t) + σ2

t ∇·(∇ρ̃t)
= −∇·((vt + σ2

t (∇ log ρt(x)−∇ log ρ̃t(x)))ρ̃t)

= −∇·(v̄tρ̃t),

where we define v̄t = vt+σ
2
t (∇ log ρt−∇ log ρ̃t). Therefore, Z̃ shares

the same marginal distributions with Z̄t following the ODE below:

dZ̄t = v̄t(Z̄t)dt = (vt(Z̄t) + σ2
t (∇ log ρt(Z̄t)−∇ log ρ̃t(Z̄t)))dt, Z̄0 = Z0.

Applying Lemma 2 for KL divergence between marginal distributions
of dZt = vt(Zt)dt and dZ̄t = v̄t(Z̄t)dt, we get

d

dt
KL(ρ̃t || ρt) = E

[
(∇ log ρ̃t(Z̄t)−∇ log ρt(Z̄t))

⊤(v̄t(Z̄t)− vt(Z̄t))
]

= −σ2
tE
[∥∥∇ log ρ̃t(Z̄t)−∇ log ρt(Z̄t)

∥∥2] ≤ 0.

This suggests that

KL(ρ̃t || ρt) ≤ KL(ρ̃0 || ρ0) = 0,

where we used ρ̃0 = ρt by initialization. Hence, ρ̃t = ρt for t ≥ 0.

5.3 SDEs with Independent Gaussian X0

In the case of affine interpolation Xt = αtX1 + βtX0 with an independent
coupling (X0 ⊥⊥ X1), one can express ∇ log ρt as

∇ log ρt(x) = β−1
t E [∇ log ρ0(X0) | Xt = x] , (5.6)

where ρ0 is the density function of the noise X0.

Further, if X0 is a Gaussian distribution, i.e., X0 ∼ Normal(µ0,Σ0),
then the score function is ∇ log ρ0(x) = −Σ−1

0 (x − µ0), which is a linear
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function of x. Hence, we can push the conditional expectation in (5.6)
into the input side of ∇ log ρ0(·), and hence express ∇ log ρt using with
expected noise x̂0|t(x) = E [X0|Xt = x]:

∇ log ρt(x) = β−1
t E [∇ log ρ0(X0)|Xt = x]

= β−1
t ∇ log ρ0(E [X0|Xt = x]) //∇ log ρ0 is linear

= β−1
t ∇ log ρ0(x̂0|t(x)).

With this, we can rewrite the SDE as

dZt = vt(Zt)dt+
σ2
t

βt
∇ log ρ0(x̂0|t(Zt))dt+

√
2σtdWt.

Because βt converges to zero when t→ 1, it is more stable to rewrite it as

dZt = vt(Zt)dt+ γt∇ log ρ0(x̂0|t(Zt))dt+
√

2βtγtdWt. (5.7)

where we take the diffusion variance to be σ2
t = βtγt. In this case, if γt is

bounded, then the diffusion variance σ2
t = βtγt decays to zero with rate βt

as t→ 1.
Another suggestive form is obtained by setting σ2

t = β2
t et, which decays

to zero faster with β2
t :

dZt = vt(Zt)dt︸ ︷︷ ︸
Rectified flow

+βt
(
et∇ log ρ0(x̂0|t(Zt))dt+

√
2etdWt

)︸ ︷︷ ︸
Langevin on noise distribution ρ0

. (5.8)

This form is particularly intuitive, as the term in the brackets can be
viewed as Langevin dynamics on the noise distribution ρ0. Since Zt

law
=

Xt = αtX1 + βtX0, the Langevin term on the noise space is scaled by the
coefficient βt to obtain the update for dZt.

Algorithm 1 SDE Sampler of Rectified Flow

Inputs: The rectified flow dZt = vt(Zt)dt induced by interpolation
path Xt = αtX1 + βtX0 with an independent coupling X0 ⊥⊥ X1 and a
Gaussian X0 ∼ Normal(µ0,Σ0). A non-negative sequence γt controlling
the noise magnitude.

Algorithm: Numerically solve the SDE initialized from Z0 ∼ π0:

dZt = vt(Zt)dt− γt(x̂0|t(Zt)− µ0)dt+
√

2βtγtΣ
1/2
0 dWt,

where x̂0|t(x) = (αtvt(x)− α̇tx)/(α̇tβt − αtβ̇t).
In particular, one discretization scheme is

Ẑt+εt = Ẑt + εt(vt(Zt)− γt(x̂0|t(Zt)− µ0)) + σdiff(ξt − µ0),

where ξt ∼ π0, and σdiff =
√
2βtγt (for Euler-Maruyama method), or

σdiff =
√
β2
t − (βt − γt)2 for the stable variant in Remark 29.

Return the estimated X1.
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Remark 26. To expand on the intuition further, note that each Zt can
be decomposed into

Zt = αtX̂1|t + βtX̂0|t, (5.9)

where X̂1|t = x̂1|t(Zt) and X̂0|t = x̂0|t(Zt) are the estimated end
points given Xt = Zt and its slope Ẋt = vt(Zt).

In particular, the X̂0|t term is the estimated noise. We can view
Langevin dynamics as injecting some fresh noise to X̂0|t without
changing its distribution. This is achieved by applying Langevin
update w.r.t. the noise distribution ρ0:

X̃0|t ≃ X̂0|t + et∇ log ρ0(X̂0|t)dt+
√
2etdWt.

We then combine the updated X̂ ′
0|t with X̃0|t to obtain an updated Zt:

Z̃t = αtX̂1|t + βtX̃0|t. (5.10)

Combining (5.9) and (5.10):

Z̃t = Zt + βt(X̃0|t − X̂1|t)

= Zt + βt(et∇ log ρ0(X̂0|t)dt+
√
2etdWt).

This yields (5.8). Note, however, this is purely an intuition expla-
nation, because the posterior expectation X̂0|t = E [X0|Xt] does not
actually follow ρ0, except at t = 0 when X̂0|t = X0.

Example 12 (SDEs with Standard Gaussian X0). If X0 ∼ Normal(0, I)
is the standard Gaussian noise, we have ∇ log ρ0(x) = −x, and the
SDE (5.7) reduces to

dZt = vt(Zt)dt− γtx̂0|t(Zt)dt+
√

2βtγtdWt.

We can further convert x̂0|t(x) to vt(x) via Lemma 9. Note that

x̂0|t(x) =
α̇tx− αtvt(x)

α̇tβt − αtβ̇t
.

We have

dZt = vt(Zt)dt+
γt
λt

(αtvt(Zt)− α̇tZt)dt+
√
2βtγtdWt, (5.11)

where λt = α̇tβt − αtβ̇t. Note that λt is bounded away from typical
interpolations. We have λt = 1 for straight interpolation.

Example 13 (The SDE of DDPM). The noise schedule γt (or equiva-
lently σt and et) is a parameter that we can choose freely at inference
time. A particular choice, which recovers the continuous limit of
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DDPM, and the SDEs in Song et al. [2020b], is

γDDPMt =
λt
αt
,

with which the SDE in (5.11) becomes

dZt = 2vt(Zt)dt−
α̇t

αt
Ztdt+

√
2
βtλt
αt

dWt.

This choice is singular at t = 0 because αt = 0 as required by the
interpolation process. Hence, an approximation or modification of γt
is needed in practice.

In fact, the default DDPM uses αt = exp(− 1
4a(1− t)2 − b

2 (1− t))

with a = 19.9 and b = 0.1, which does not satisfy α0 = 0. Alternatively.
it might be better to use an α that validates α0 = 0, but modify the
coefficient to γDDPMt = λt

αt+ε with ε > 0, or something similar.

Example 14 (SDE for Straight Interpolation). When βt = 1 − αt, we
have λt = α̇t(1− αt) + αtα̇t = α̇t. Equation (5.11) reduces to

dZt = vt(Zt)dt+
γt
α̇t

(αtvt(Zt)− α̇tZt) dt+
√

2(1− αt)γtdWt.

In particular, when αt = t and βt = 1− t, we have

dZt = vt(Zt)dt+ γt (tvt(Zt)− Zt) dt+
√

2(1− t)γtdWt. (5.12)

If γt = 1 is constant, this leads to a linearly decaying coefficient
σ2
t = (1− t).

With γDDPM = 1/t, we have

dZt = 2vt(Zt)dt−
1

t
Ztdt+

√
2
1− t

t
dWt. (5.13)

Example 15 (SDE for Spherical Interpolation). When α2
t + β2

t = 1, we
have α̇tαt = β̇tβt = 0, and hence

λt = α̇tβt − αtβ̇t = α̇tβt +
α̇tα

2
t

βt
=
α̇t

βt
.

The SDE becomes

dZt = vt(Zt)dt+
γtβt
α̇t

(αtvt(Zt)− α̇tZt) dt+
√

2βtγtdWt.

With γDDPMt = α̇t

αtβt
, it gives

dZt = 2vt(Zt)dt−
α̇t

αt
Ztdt+

√
2
α̇t

αt
dWt.
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If αt = sin(π2 t) and βt = cos(π2 t), we have λt = π
2 , and

dZt =
(
(1 + 2γt

π sin(π2 t))vt(Zt)− γt cos(
π
2 t)Zt

)
dt+

√
2cos(π2 t)γtdWt.

5.4 Diffusion May Cause Over-Concentration

Although things work out nicely in theory, we need to be careful that the
introduced score function ∇ log ρt(x) itself has errors, and it may introduce
undesirable effects if we rely on it too much (by using a large σt). This
is indeed the case in practice. As shown in the figure below, when we
increase the noise magnitude σt, the generated samples tend to cluster
closer to the centers of the Gaussian modes.

Figure 5.1: Generated samples with varying noise magnitude σt.

So, larger diffusion yields more concentrated results? This appears
counterintuitive at first glance. Why does this happen?

To see this, assume the estimated velocity field is v̂t ≈ vt. The corre-
sponding estimated score function from Tweedie’s formula becomes:

∇ log ρ̂t(x) =
1

λtβt
(αtv̂t(x)− α̇tx) .

Because βt must converge to 0 as t→ 1, the estimated score function
∇ log ρ̂t(x) would diverge to infinity in this limit. On the other hand, the
true magnitude of ∇ log ρt(x) may be finite, thus being significantly over-
estimated when t is close to 1. Since ∇ log ρt(x) points toward the centers
of mass of clusters, its overestimation leads to an overly concentrated
distribution around these centers.

Remark 27 (Role of Noise). In summary, the Langevin guardrail can
become too excessive, causing over-concentration. It is the score
function ∇ log ρt(x) that drives this concentration, rather than the
noise itself, as one might initially assume from the ODE vs. SDE
dichotomy. The noise component in Langevin dynamics compensates
for the concentration induced by the score function, but it does not
necessarily prevent it when the score is overestimated.

In the context of text-to-image generation, this over-concentration
effect often produces overly smoothed images, which sometimes appear
cartoonish. Such over-smoothing eliminates fine details and high-frequency
variations, resulting in outputs with a blurred appearance.
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5.5 Natural Euler Discretization of SDEs

Similar to the natural Euler discretization of the ODE system, it is possible
to consider natural variants of Euler(-Maruyama) discretization for the SDE
system, when the interpolation is not straight. As expected, the natural
Euler discretization is equivalent to the vanilla Euler discretization of the
SDE under the straight interpolation with a reparametrization of time and
noise schedule.

In the following, we first discuss the idea of natural Euler discretization
for SDEs. and then study the equivariance property analogous to natural
Euler ODE samplers.

Natural Euler Discretization of SDEs

Recall that the update from Ẑt to Ẑt+ε of the natural Euler sampler of
the rectified flow dZt = vt(Zt)dt based on the affine interpolation Xt =

αtX1 + βtX0 is

Ẑt+ε = αt+εX̂1|t + βt+εX̂0|t,

with X̂0|t = x̂0|t(Ẑt), X̂1|t = x̂1|t(Ẑt),
(5.14)

where Ẑt+ε is extracted from the interpolation curve that passes through
the point Ẑt with a slope equal to the RF velocity field vt(Ẑt). Here
ε is the step size, and x̂0|t and x̂1|t are obtained from vt via formula
x̂0|t(x) = (−αtvt(x) + α̇tx)/λt and x̂1|t(x) = (βtvt(x) − β̇tx)/λt with
λt = α̇tβt − αtβ̇t.

To generalize this to the SDE, we need to randomize the update in a
certain way. This can be achieved by introducing randomness into the
noise prediction X̂0|t. Since X̂0|t is the posterior prediction of X0 ∼ ρ0,
we may want to continuously "inject" refreshed noises ξt ∼ ρ0 into X̂0|t to
keep it close to the prior distribution ρ0. We consider the following update

X̂Randomized
0|t = (1− ϑt)X̂0|t +

√
1− (1− ϑt)2 ξt, ξt ∼ ρ0,

where ϑt ∈ [0, 1] specifies the proportion of fresh noise we want to inject.
This update is justified in the following sense: If ρ0 is a zero-mean Gaussian,
and X̂0|t and ξt are independent draws from ρ0, then X̂Randomized

0|t also
follows ρ0.

Now, replacing X̂0|t with X̂Randomized
0|t in (5.14) yields the stochastic

neural Euler update:

Ẑt+ε = αt+εX̂1|t + βt+εX̂
Randomized
0|t

= αt+εX̂1|t + βt+ε(1− ϑt)X̂0|t + βt+ε

√
1− (1− ϑt)2ξt.

(5.15)

As we show in the sequel, if we take ϑt = εet to be proportional to the step
size ε, then (5.15) can serve as an approximation scheme for the SDE in
(5.8) as the step size ε tends to zero.

The SDE Limit

To verify the SDE limit, we need to exam the update (5.15) in the limit of
infinitesimal step size (ε → 0) and show that it approaches to standard
Euler-Maruyama discretization of SDE (5.8).
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We first rewrite (5.15) into

Ẑt+ε = ẐODE
t+ε − βt+εϑtX̂0|t + βt+ε

√
1− (1− ϑt)2ξt.

where ẐODE
t+ε = αt+εX̂1|t + βtX̂0|t. Because ẐODE

t+ε = Ẑt + εvt(Ẑt) + o(ε), and
1− (1− ϑt)

2 = 2ϑt + o(ε), we have

Ẑt+ε ≃ Ẑt + εvt(Ẑt)− βtϑtx̂0|t(Ẑt) + βt
√

2ϑtξt.

Taking ϑt = εet, this is the Euler-Maruyama update of the SDE in (5.8):

dZt = vt(Zt)dt− βt(etx̂0|t(Ẑt) +
√
2etdWt).

To be clear, the derivation above is purely heuristic. Since X̂0|t is
the posterior mean prediction, it does not follow the prior ρ0, and hence
X̂Randomized

0|t does not have the same distribution as X̂0|t. The correctness of
the scheme only holds when ϑt (and the step size) is sufficiently small to
ensure convergence to the SDE limit, as we show below.

Example 16 (Connection to DDPM). Using αtX̂1|t + βtX̂0|t = Ẑt, we
can rewrite the update in (5.15) in terms of x̂0|t(x) = E [X0 | Xt = x]:

Ẑt+ε = αt+ε

Ẑt − βtX̂0|t

αt
+ βt+ε(1− ϑt)X̂0|t + βt+ε

√
1− (1− ϑt)2ξt

=
αt+ε

αt
Ẑt +

(
βt+ε(1− ϑt)−

αt+εβt
αt

)
x̂0|t(Ẑt) + βt+ε

√
1− (1− ϑt)2ξt.

Rearranging the terms gives

Ẑt+ε

αt+ε
=
Ẑt

αt
+

(
βt+ε

αt+ε
(1− ϑt)−

βt
αt

)
x̂0|t(Ẑt) +

βt+ε

αt+ε

√
1− (1− ϑt)2ξt.

(5.16)

Taking ςt = βt+ε

√
1− (1− ϑt)2, we have βt+ε(1− ϑt) =

√
βt+ε − ς2t .

Hence,

Ẑt+ε

αt+ε
=
Ẑt

αt
+


√
β2
t+ε − ς2t

αt+ε
− βt
αt

 x̂0|t(Ẑt) +
ςt
αt+ε

ξt.

In the case of α2
t + β2

t = 1, this coincides with the generalized DDPM
in Equation 12 of Song et al. [2020a].

Remark 28 (Invariance). Similar to the case of deterministic natural
Euler samplers, stochastic natural Euler update in Equation (5.16)
with ϑt on time grid {ti}, is equivalent to the stochastic Euler update
on X ′

t = α′
tX1 + β′

tX0 on time grid {t′i} with ti = τ(t′i) and noise
coefficient ϑ′t′ = ϑt, and noise ξ′t′ = ξt.

To see this, note that the stochastic natural Euler method of X ′
t =
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α′
tX1 + β′

tX0 is

Ẑ ′
t′+ε′

α′
t′+ε′

=
Ẑ ′
t

α′
t′
+

(
β′
t′+ε′

α′
t′+ε′

(1− ϑ′t′)−
β′
t′

α′
t′

)
x̂′0|t′(Ẑ

′
t′) +

β′
t′+ε′

α′
t′+ε′

√
1− (1− ϑ′t′)

2ξ′t′ .

Assume Ẑ ′
t = 1

ωt′
Ẑt with t = τ(t′). By the invariance properties

of Proposition 2, note that all the terms in the update are invari-

ant under the transform, that is, Ẑ′
t′

αt′
= Ẑt

αt
, β′

t′
βt′

= βt

αt
, ϑ′t′ = ϑt,

x̂′0|t′(Ẑ
′
t′) = x̂0|t(Ẑt), ξ′t′ = ξt. Hence the update above is equivalent

to Equation (5.16).

Example 17 (Noise Schedule of DDPM). The noise schedule ϑt is a
parameter that we need to decide at inference time. The follow-
ing choice, which, in the case of α2

t + β2
t = 1, recovers the default

configuration of the original DDPM algorithm:

ϑDDPMt = 1− αt

αt+ε

βt+ε

βt
. (5.17)

To see this, note that DDPM takes ςDDPMt = βt+ε

βt

√
1− α2

t

α2
t+ε

in the case

of α2
t + β2

t = 1 (see Section 4.1 of Song et al. [2020a]).
Using α2

t + β2
t = 1, we have

1

β2
t

− α2
t

α2
t+εβ

2
t

=
α2
t+ε − α2

t

α2
t+εβ

2
t

=
α2
t+ε(α

2
t + β2

t )− α2
t (α

2
t+ε + β2

t+ε)

α2
t+εβ

2
t

= 1−
α2
tβ

2
t+ε

α2
t+εβ

2
t

.

Hence, solving ςDDPMt = βt+ε

√
1− (1− ϑDDPMt )2 yields (5.17).

Remark 29 (Stable Discretization of Langevin Dynamics). Let us consider
a generic Lagevin dynamics dZt = et∇ log ρ(Zt)dt+

√
2etdWt. Time

discretization with the standard Euler-Maruyama method yields

Ẑt+ε = Ẑt + εet∇ log ρ(Ẑt) +
√
2εetξt, ξt ∼ Normal(0, I), (5.18)

where ε > 0 is the step size.
One problem with this scheme is that it causes bias towards

increasing variance. To see this, consider the simplest case when
ρ ∼ Normal(0, I), and hence the update becomes

Ẑt+ε = (1− εet)Ẑt +
√
2εetξt. (5.19)

Calculating the variance yields

Var(Ẑt+1) = (1− εet)
2Var(Ẑt) + 2εet.
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If Var(Ẑt) = 1, then Var(Ẑt+1) = (1− εet)
2 + 2εet = 1 + ε2e2t , which

is larger than 1. In fact, the invariance distribution of (5.19) is

Normal(0, σ2
ex), with σ2

ex = 2εet/(2εet − ε2e2t ) > 1, if ε < 1/(2et).

Further, if εet > 1/2, the update divergence and exists no invariant
distribution.

To correct this bias and instability, we can modify the discretization
in (5.18) into

Ẑt+ε = Ẑt + εet∇ log ρ(Ẑt) +
√

1− (1− εet)2ξt. (5.20)

If ρ ∼ Normal(0, I), it reduces to

Ẑt+ε = (1− εet)Ẑt +
√
1− (1− εet)2ξt.

This can be viewed as “taking out” εet fraction of Ẑt and replace it
with a “refresh noise” ξt with a proper magnitude to ensure the correct
variance. One can easily verify that it converges to the correct invari-
ant distribution ρ ∼ Normal(0, I) for any ε > 0. In addition, (5.20)
approaches to (5.18) as ε→ 0, because by Taylor approximation:

1− (1− εet)
2 = 2εet +O(ε2).
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CHAPTER S IX

Reward Tilting

Assume we have trained a rectified flow dZt = vt(Xt)dt from an interpola-
tion process {Xt} induced from a data distribution X1 ∼ π1. Assume that
we are given a non-negative reward function r(x) at the inference time,
which defines a tilted data distribution πr

1:

πr
1(x) =

π1(x)r(x)

Ar
, Ar =

∫
π1(x)r(x)dx.

Here πr
1(x) is obtained by weighting the density π1(x) by r(x) and then

normalize. The question is how to modify the original rectified flow to
sample from πr

1, preferably without retraining the model.
Ideally, we would like to obtain the rectified flow trained on data

drawn from πr, following the same rectified flow training procedure. One
approach is to first induce an tilted interpolation process and study its
induced rectified flow. Specifically, let {Xr

t } be the reward-tilted variant
of the original interpolation process {Xt}, obtained by reweighing the
probability of each trajectory of {Xt} with the reward r(X1) evaluated on
the terminal state X1. Specifically, let P be the probability measure of the
original process {Xt}, then {Xr

t } is the process with the law Pr satisfying

dPr({xt})
dP({xt})

=
r(x1)

Ar
.

The goal is to study the properties of the rectified flow dZr
t = vrt (Z

r
t ) dt

induced by the tilted process {Xr
t } and to understand how it is related to

and constructed from the rectified flow of the original process {Xt}.

6.1 General Case

Theorem 12. Let dZr = vrt (Z
r
t )dt be the rectified flow induced by the

tilted process {Xr
t }. We have

Marginal Distribution

The shared marginal distribution ρrt of Xr
t and Zr

t satisfies

ρrt (x) = ρt(x)
E [r(X1) | Xt = x]

E [r(X1)]
, (6.1)
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and hence

∇ log ρrt (x) = ∇ log ρt(x) +∇ logE [r(X1) | Xt = x] . (6.2)

Initial Distribution

In particular, the initial distribution of Zr
t is

ρr0(x) = ρ0(x)
E [r(X1) | X0]

E [r(X1)]
.

If (X0, X1) is the independent coupling of ρ0 and ρ1, we have ρr0 = ρ0,
that is, the tilting does not modify the initial distribution.

Transition Probability

For any s, t ∈ [0, 1], the density of Xr
t given Xr

t satisfies

ρXr
s |Xr

t
(xs | xt) = ρXs|Xt

(xs | xt)
E [r(X1) | Xs = xs, Xt = xt]

E [r(X1) | Xt = xt]
.

In particular, if Xt is a Markov process and s ≥ t, we have

ρXr
s |Xr

t
(xs | xt) = ρXs|Xt

(xs | xt)
E [r(X1) | Xs = xs]

E [r(X1) | Xt = xt]
.

Velocity Field

The velocity field vrt (x) := E[Ẋr
t | Xt = x] of Xr

t is

vrt (x) =
E
[
r(X1)Ẋt | Xt = x

]
E [r(X1) | Xt = x]

. (6.3)

Proof. 1) Let ρXs|Xt
(xs | xt) be the density function of Xs given Xt,

and ρXr
s |Xr

t
that of Xr

s given Xr
t . By the definition of tilting, we have

ρXr
1
(x1) =

ρX1
(x1)r(x1)

E [r(X1)]
,

ρXr
t |Xr

1
(xt | x1) = ρXt|X1

(xt | x1), ∀t ∈ [0, 1],

ρXr
s |Xr

t ,X
r
1
(xs, | xt, x1) = ρXs|Xt,X1

(xs, | xt, x1) ∀t, s ∈ [0, 1],

(6.4)

where the last two equation holds because all probabilities condi-
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tioned on Xt = Xr
t = xt are the same for {Xt} and {Xt}r. Hence

ρrt (xt) =

∫
ρrXr

t | Xr
1
(xt | x1)ρXr

1
(x1)dx1

=
1

E [r(X1)]

∫
ρXt|X1

(xt | x1)ρX1
(x1)r(x1)dx1

=
1

E [r(X1)]

∫
ρX1|Xt

(x1 | xt)ρXt
(xt)r(x1)dx1 //Bayes rule

= ρXt
(xt)

∫
ρX1|Xt

(x1 | xt)r(x1)dx1
E [r(X1)]

= ρXt
(xt)

E [r(X1) | Xt = xt]

E [r(X1)]
.

2) For the transition probabilities, let us start with the case when
s = 1:

ρXr
1 |Xr

t
(x1 | xt) =

ρr1(x1)ρXr
t |Xr

1
(xt | x1)

ρrt (xt)
//Bayes rule pX|Y pY = pXpY |X

=
r(x1)

E [X1|Xt = xt]

ρ1(x1)ρXt|X1
(xt | x1)

ρt(xt)
//By (6.4) and (6.1)

=
r(x1)

E [r(X1) | Xt = xt]
ρX1|Xt

(x1 | xt).

For the more general case,

ρXr
s |Xr

t
(xs | xt) =

∫
ρXr

s |Xr
t ,X

r
1
(xs | xt, x1)ρXr

1 |Xr
t
(x1 | xt)dx1

=

∫
ρXs|Xt,X1

(xs | xt, x1)ρX1|Xt
(x1 |xt)

r(x1)

E [r(X1) | Xt = xt]
dx1

=

∫
ρX1|Xs,Xt

(x1 | xs, xt)ρXs|Xt
(xs | xt)

r(x1)

E [r(X1) | Xt = xt]
dx1

=
ρXs|Xt

(xs | xt)
E [r(X1) | Xt = xt]

∫
ρX1|Xs,Xt

(x1 | xs, xt)r(x1)dx1

= ρXs|Xt
(xs | xt)

E [r(X1) | Xs = xs, Xt = xt]

E [r(X1) | Xt = xt]
.

2) The derivation is similar by noting that ρẊr
t |Xr

t ,X
r
1
= ρẊt|Xt,X1

:

vrt (xt) = E
[
Ẋr

t | Xr
t

]
=

∫
vtρẊr

t |Xr
t ,X

r
1
(vt | xt, x1)ρXr

1 |Xr
t
(x1 | xt)dvtdx1

=

∫
vtρẊt|Xt,X1

(vt | xt, x1)
ρX1|Xt

(x1 | xt)r(x1)
E [r(X1) | Xt = xt]

dvtdx1

=

∫
vtr(x1)ρẊt | Xt,X1

(vt | xt, x1)dvtdx1
E [r(X1) | Xt = xt]

=
E
[
r(X1)Ẋt | Xt = xt

]
E [r(X1) | Xt = xt]

.
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From vrt (x) =
E[r(X1)Ẋt | Xt=xt]

E[r(X1) | Xt=x] in Eq 6.3, the velocity field of the tilted

process is determined by the r-weighted expectation of Ẋt. This does not
seem to provide much insight for post-training tilting, because it is not
available unless it is explicitly trained to do so. Assume we have we have
a set of rewards {rϑ : ϑ ∈ Θ} parameterized by ϑ during training, we can
certainly learn a meta network

vt(x; ϑ) =
E
[
rϑ(X1)Ẋt | Xt = xt

]
E [rϑ(X1) | Xt = x]

.

In the canonical case of Xt = αtX1 + βtX0 with X0 ⊥⊥ X1 and X0 ∼
Normal(0, I). We have

vrt (x) = vt(x) + β2
t

(
α̇t

αt
− β̇t
βt

)
∇ logE [r(X1) | Xt = x] .

AssumeX1 is close to deterministic conditioned onXt, we have E [r(X1)|Xt = x] ≈
r(E [X1 | Xt = x]) = r

(
β̇tx−βtvt(x)

β̇tαt−βtα̇t

)
. Hence,

∇x logE [r(X1)|Xt = x] ≈ β̇tI − βt∇vt(x)
β̇tαt − βtα̇t

∇ log r

(
β̇tx− βtvt(x)

β̇tαt − βtα̇t

)
.

This yields

vrt (x) ≈ vt(x) +
βt
αt

(β̇tI − βt∇vt(x))∇ log r

(
β̇tx− βtvt(x)

β̇tαt − βtα̇t

)
.

If we use this in practice, we need to handle the singularity at t = 0 due to
the 1/αt term.

6.2 Training-Free Gaussian Tilting

Let vt, ρt the velocity and density of the rectified flow induced from
Xt = αtX1 + βtX0 with (X0, X1) ∼ π0 × π1. Let vrt , ρ

r
t corresponding

to (X0, X1) ∼ π0 × πr
1, where

πr
1(x) =

π1(x)r(x)

Zr
, Zr =

∫
π1(x)r(x)dx.

In this case, we can express the rectified flow of the titled process can be
explicitly expressed using the original rectified flow. It turns out it is easy to
state the relation in terms of the expected target x̂1|t(x) = E [X1|Xt = x],
which can be then converted to that of the velocity field vT .

Lemma 20. Consider the Gaussian reward function r(x) = exp(−η ∥x−x∗∥2

2 )

for a reference point x∗ ∈ Rd and magnitude η ∈ R. Define x̂1|t(x) =
E [X1 | Xt = x] and x̂r1|t(x) = E [X1 | Xt = x]. Then,

x̂r1|t(x) = x̂1|t̃(x̃),
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where t̃ and x̃ ∈ Rd are defined by (x, t) via

α2
s

β2
s

=
α2
t

β2
t

+ η, x =
β2
s

αs
(
αt

β2
t

x+ ηx∗).

If αt/βt is monotonically increasing w.r.t. t, then the solution of t̃ is
unique and lies on [t, 1] if η ≥ 0, and lies in [0, t] if 0 ≥ η ≥ −α2

t

β2
t
.

Proof.

x̂1|t̃(x̃) = E
[
Ẋt̃ | Xt̃ = x̃

]
=

∫
π1(x1) exp(−∥y−αsx1∥2

2β2
s

)x1dx1∫
π1(x1) exp(−∥y−αsx1∥2

2β2
s

)dx1

=

∫
π1(x1)r(x1) exp(−∥x−αsx1∥2

2β2
t

)x1dx1∫
π1(x1)r(x1) exp(−∥x−αtx1∥2

2β2
t

)dx1
//Lemma 22.

= x̂r1|t(x).

By Lemma 21, we can convert the formula of x̂r1|t(x) to get the tilted
velocity field vrt (x).

Proposition 5. Under the condition above, we have

vrt (x) =
β̇t
βt
x+ αt(

α̇t

αt
− β̇t
βt

)x̂1|s(y)

=
β̇t
βt
x+

αtκt
αsκs

(vs(y)−
β̇s
βs
y),

where κt = α̇t

αt
− β̇t

βt
.

Proof. By Lemma 21,

vrt (x) =
β̇t
βt
x+ αt(

α̇t

αt
− β̇t
βt

)x̂r1|t(x)

=
β̇t
βt
x+ αtκtx̂1|s(y)

Also note that vs(y) = β̇s

βs
y + αsκsx̂1|s(y). Hence,

vrt (x) =
β̇t
βt
x+

αtκt
αsκs

(vs(y)−
β̇s
βs
y).

Example 18. With the straight interpolation αt = t, βt = 1 − t, the

CHAPTER 6. REWARD TILTING 81



Algorithm 2 Gaussian Tilting for Rectified Flow

Input: 1) A pretrained rectified flow vt induced by Xt = αtX1 + βtX0

with X0 ⊥⊥ X1 and X0 ∼ Normal(0, I), and X1 ∼ π1.
2) A Gaussian reward r(x) = exp(−η ∥x− x∗∥2) for a target x∗ ∈ Rd

and magnitude η ∈ R.
Output: A sample from the tilted distribution πr

1(x) ∝ π1(x)r(x).
Algorithm: Get the tilted velocity field vrt using the procedure below,
and solve the rectified flow with vrt initialized from π0 using any RF
samplers.

//The case of straight interpolation (αt = t, βt = 1− t):
Define vrt (x) =get_tilted_velocity_straight(x, t):

0) If η < −t2/(1− t)2: Return vrt (x) = vt(x).

1) Get the tilted time s and position y:

s =

√
t2 + η(1− t)2

1− t+
√
t2 + η(1− t)2

, y =
t(1− s)2

s(1− t)2
x+

(1− s)2

s
ηx∗.

2) Predict the target position x̂1|t from (s, y):

x̂1|t = y + (1− s)vs(y),

3) Get the tilted velocity field at (x, t):

vrt (x) =
x̂1|t − x

1− t
.

Return vrt (x).

//For general αt, βt:
Define vrt (x) =get_tilted_velocity_affine(x, t):

0) If η < −α2
t /β

2
t : Return vrt (x) = vt(x).

1) Get the tilted time s and position y by solving

α2
s

β2
s

=
α2
t

β2
t

+ η, y =
β2
s

αs
(
αt

β2
t

x+ ηx∗).

2) Predict the target position x̂1|t from (s, y):

x̂1|t =
1

αs

(
α̇t

αt
− β̇t
βt

)−1

(vs(y)−
β̇s
βs
y)

3) Get the tilted velocity field at (x, t):

vrt (x) =
β̇t
βt
x+ αt

(
α̇t

αt
− β̇t
βt

)
x̂1|t.

Return vrt (x).
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tilted time and positions are

s =

√
t2 + η(1− t)2

1− t+
√
t2 + η(1− t)2

,

and

y =
t(1− s)2

s(1− t)2
x+

(1− s)2

s
ηx∗

= (1− t+
√
t2 + η(1− t)2)

(
t√

t2 + η(1− t)2
x+ η

(1− t)2√
t2 + η(1− t)2

x∗

)

=
t

s
x+

η(1− t)2

s
x∗.

The resulting tilted velocity field is

vrt (x) =
1− s

1− t
vs(y) +

1

1− t
(y − x).

In particular, at t = 0, s =
√
η

1+
√
η , y = 1

(1+
√
η)

√
ηx

∗, which advances in
time, and move towards x∗. When t ≈ 1, we have s ≈ 1 and y ≈ x.
It is because no tilting is needed in the final stage, if proper tilting is
made during the process.

Remark 30. In practice, we can use a negative η, in which case the
tilting corresponds to introducing a repulsive force against the target
x∗. Although using η < 0 is not entirely theoretically valid, as it leads
to a singularity near t = 0, we can mitigate this issue by applying
a threshold within the singularity regime. This approach still yields
a practical procedure that introduces repulsiveness against x∗. See
Algorithm 2.

Lemma 21. For any Xt satisfying Xt = αtX1 + βtX0, let

vt(x) = E
[
Ẋt | Xt = x

]
, x̂1|t(x) = E [X1 | Xt = x] .

Then

vt(x) =
β̇t
βt
x+ αt(

α̇t

αt
− β̇t
βt

)x̂1|t(x).

Proof.

vt(x) = E
[
Ẋt | Xt = x

]
= E

[
α̇tX1 + β̇tX0 | Xt = x

]
= E

[
α̇tX1 + β̇t

(Xt − αtX1)

βt
| Xt = x

]
=
β̇t
βt
x+ αt(

α̇t

αt
− β̇t
βt

)x̂1|t(x).
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Lemma 22. For t ∈ [0, 1], η ∈ R, and x, x∗ ∈ R, let s and y solve

α2
s

β2
s

=
α2
t

β2
t

+ η, y =
β2
s

αs
(
αt

β2
t

x+ ηx∗).

Then for any x1 ∈ Rd,

−∥x− αtx1∥2

2β2
t

− η
∥x1 − x∗∥2

2
= −∥y − αsx1∥2

2β2
s

+ const,

where const = ∥y∥2

2β2
s
− ∥x∥2

2β2
t
− η

2 ∥x
∗∥2 is a constant w.r.t. x1.

Proof. We have

∥x− αtx1∥2

β2
t

+η∥x1 − x∗∥2 = (
α2
t

β2
t

+η) ∥x1∥2−2x⊤1 (
αt

β2
t

x+ηx∗)+
∥x∥2

β2
t

+η ∥x∗∥2 .

Set s and y such that

α2
t

β2
t

+ η =
α2
s

β2
s

,
αt

β2
t

x+ ηx∗ =
αs

β2
s

y.

Then we have

∥x− αtx1∥2

β2
t

+ η∥x1 − x∗∥2 =
α2
s

β2
s

∥x1∥2 − 2
αs

β2
s

y⊤x1 +
∥y∥2

β2
s

− ∥y∥2

β2
s

+
∥x∥2

β2
t

+ η ∥x∗∥2

=
∥y − αsx1∥2

β2
s

− ∥y∥2

β2
s

+
∥x∥2

β2
t

+ η ∥x∗∥2 .
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